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The complexity of downward closures of indexed languages
Anonymous Author(s)

ABSTRACT
Indexed languages are a classical notion in formal language theory,

which has attracted attention in recent decades due to its role in

higher-order model checking: They are precisely the languages

accepted by order-2 pushdown automata.

The downward closure of an indexed language—the set of all

(scattered) subwords of its members—is well-known to be a regular

over-approximation. It was shown by Zetzsche (ICALP 2015) that

the downward closure of a given indexed language is effectively

computable. However, the algorithm comes with no complexity

bounds, and it has remained open whether a primitive-recursive

construction exists.

We settle this question and provide a triply (resp. quadruply) ex-

ponential construction of a non-deterministic (resp. deterministic)

automaton. We also prove (asymptotically) matching lower bounds.

For the upper bounds, we rely on recent advances in semigroup

theory, which let us compute bounded-size summaries of words

with respect to a finite semigroup. By replacing stacks with their

summaries, we are able to transform an indexed grammar into a

context-free one with the same downward closure, and then apply

existing bounds for context-free grammars.

CCS CONCEPTS
• Theory of computation → Grammars and context-free lan-
guages; Verification by model checking; Algebraic language
theory.

KEYWORDS
Indexed languages, Higher-order pushdown automata, Downward
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1 INTRODUCTION

Downward closures. For finite words 𝑢 and 𝑣 , we say that 𝑢 is a

(scattered) subword of 𝑣 , written 𝑢 ⪯ 𝑣 , if 𝑣 can be obtained from 𝑢

by inserting letters. The downward closure of a language 𝐿 ⊆ Σ∗

is the set 𝐿↓ = {𝑢 ∈ Σ∗ | 𝑢 ⪯ 𝑣 for some 𝑣 ∈ 𝐿} of all subwords
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of members of 𝐿. By the well-known Higman’s lemma [33], the

downward closure 𝐿↓ is regular for any language 𝐿.

This makes the downward closure a fundamental abstraction—it

is a regular overapproximation that preserves information about

pattern occurrences and unboundedness behavior. Specifically, in

the verification of complex systems, downward closures are of-

ten used to replace infinite-state components by finite-state ones,

which then enables the algorithmic analysis of the entire system.

Examples include asynchronous programs [15, 43], shared-memory

systems with dynamic thread creation [4, 8, 16–18], parameterized

asynchronous shared-memory systems [41], and systems commu-

nicating via lossy channels [1, 5, 9].

For these reasons, it is often useful to compute downward closures,
which means constructing a finite automaton for 𝐿↓ when given a

description (i.e. a grammar or an infinite-state recognizer) for𝐿. This

is a notoriously difficult task, as it requires a deep understanding of

how 𝐿 is generated/recognized. Therefore, the problem of comput-

ing downward closures has attracted significant attention over re-

cent decades, with work on context-free languages [23, 54], systems

with counting and concurrency [3, 10, 11, 29, 57], models of higher-

order recursion [20, 30, 55], lossy channel systems [1, 44], general al-

gorithms for broad classes of infinite-state systems [6, 55], represen-

tation sizes [12, 18, 28, 43], related algorithmic tasks [26, 47, 48, 58],

and even computability beyond subwords [6, 7, 13, 24, 59].

Indexed languages. A setting where downward closure computa-

tion is particularly challenging is that of indexed languages [2], a
classical notion in formal language theory that generalizes context-

free languages. Essentially, indexed grammars differ from context-

free grammars in that each non-terminal carries a stack, which

can be pushed and popped through special rules. These grammars

have recently attracted interest because of their role in higher-order

model-checking [40, 46]: Indexed grammars are equivalent to order-

2 pushdown automata, from the hierarchy of higher-order pushdown
automata (HOPA), which model safe higher-order recursion [38, 39]

(see also the survey [46]). Level 𝑘 of this hierarchy consists of the

order-𝑘 pushdown automata (𝑘-PDA), which have access to stacks of
(stacks of (...)) stacks—with nesting depth 𝑘 : In particular, a 1-PDA is

an ordinary pushdown automaton, whereas a 2-PDA has a stack of

stacks, where it can operate on the top-most stack as an ordinary

pushdown automaton; but it can also copy the top-most stack.

There is a significant gap in our understanding of downward

closures of indexed languages (and HOPA more generally). There is

a general approach for computing downward closures [55]. Based

on this approach, computability of downward closures has been

shown for indexed languages (equivalently, 2-PDA) [55], then for

general HOPA [30], and even higher-order recursion schemes [20].

However, while mere computability of downward closures of

these models is settled, the complexity has remained a long-standing
open problem. This is because the algorithm from [55] enumerates

automata and then solves instances of the so-called simultaneous
unboundedness problem (SUP) to decide whether the current automa-

ton in fact recognizes 𝐿↓. Thus, although the complexity of the SUP

1
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itself is well-understood for HOPA [14, 47], there are no complexity

upper bounds for the entire task of computing downward closures

of indexed languages (nor for languages recognized by HOPA in

general). In fact, even the existence of a primitive-recursive (or even

hyper-Ackermannian) upper bound remained open
1
.

Contribution. In this work, we settle the complexity of computing

downward closures of indexed languages. We show that given an

indexed language 𝐿, one can compute a non-deterministic finite

automaton (NFA) for 𝐿↓ in triply exponential time (and hence of

triply exponential size). We also provide a triply exponential lower

bound, improving on the doubly exponential lower bound in [58].

Furthermore, our constructions also provide a tight bound for

the computation of a deterministic finite automaton (DFA) for 𝐿↓: It
follows that one can construct a quadruply-exponential-sized DFA

for 𝐿↓, and we provide a quadruply-exponential lower-bound.

Moreover, our results settle the complexity of decision problems

involving downward closures of indexed languages. The downward
closure inclusion problem asks, whether for given indexed languages

𝐿1 and 𝐿2, we have 𝐿1↓ ⊆ 𝐿2↓. Similarly, the downward closure
equivalence problem asks whether 𝐿1↓ = 𝐿2↓. We show that both

problems are co-3-NEXP-complete.

Finally, our construction for the downward closure lower bound

also settles another question about indexed languages: It implies

that the known triply exponential upper bound on the pumping

threshold for indexed grammars [32, 53] (the maximal length of

words in a finite indexed language) is in fact asymptotically tight.

(In [37], a doubly exponential upper bound was claimed, but that

seems to be a miscalculation, see Section 3 and Appendix B.)

Why are the results unexpected? The complexity results come as

a considerable surprise. This is because (tight) complexity bounds

for HOPA are usually towers of exponentials where the height

grows linearly with the order. For example, for 𝑘 ≥ 1, the empti-

ness problem for 𝑘-PDA is (𝑘 − 1)-EXPTIME-complete [25, com-

ment before Thm. 7.12] (note that 0-EXPTIME = P). The same is

true of the SUP [47, Thm. 3]. Since downward closure inclusion

and equivalence are coNP-complete for NFAs (see [12, Sec. 5] and

[36, Prop. 7.3]) and coNEXP-complete for 1-PDAs [58, Tab. 1], and

hence co-𝑘-NEXP-complete for 𝑘-PDAs with 𝑘 ≤ 1, one would ex-

pect co-2-NEXP rather than co-3-NEXP for 2-PDAs. In fact, the best

(and only) known lower bound until now has been co-2-NEXP [58,

Cor. 18]. Similarly, since downward closure NFAs are polynomial-

sized for givenNFAs (sometimes considered 0-PDAs) and exponential-

sized for given 1-PDAs [12, Cor. 6], one would expect a doubly

exponential bound for 2-PDAs. In fact, the best known lower bound

on the NFA size for downward closures had been doubly exponen-

tial [58, remarks before Cor. 18].

Key ingredients. Indexed grammars extend context-free gram-

mars by equipping the nodes of derivation trees with pushdown

store (which we also call stack). This way, each branch of a deriva-

tion tree corresponds to a run of a pushdown automaton.

1
Given that computing downward closures involves a well-quasi-ordering (WQO)

at its core, and WQO-based algorithms employing the subword ordering can often

be furnished with hyper-Ackermannian/multiply-recursive upper bounds via length-

function theorems [50, 51], one might hope for such a bound here. Unfortunately, it is

not clear how to apply length-function theorems to downward closure computation.

Our construction relies on recent advances in finite semigroup

theory, which provide succinct “summaries” of arbitrarily long

words relative to a finite semigroup [27]. We use this (for a suitable

semigroup) to replace the stack inside each derivation tree node by

such a summary, each of which takes up exponentially many bits.

This replacement changes the overall language, but preserves the

downward closure. Once the information in each node is bounded,

we can transform the grammar into a doubly-exponential-sized

context-free grammar. This yields the triply exponential upper

bound overall, since for context-free grammars, existing algorithms

yield exponential-sized downward closure NFAs [12, Corollary 6].

The aforementioned summaries are similar in spirit to Simon’s

factorization forests [52]. The latter annotate words by trees: Rela-

tive to a morphism 𝜑 : Σ∗ → 𝑀 into a finite monoid𝑀 , a factoriza-

tion forest for𝑤 ∈ Σ∗ is a tree of height bounded by a function of

|𝑀 | that allows evaluating 𝜑 on infixes of𝑤 without processing the

entire infix. Here, a crucial idea is that a sequence of infixes that all

map under 𝜑 to the same idempotent 𝑒 must evaluate to 𝑒 .

Similar to factorization forests, our summaries also exploit repe-

titions of idempotents to collapse long infixes in a stack. However,

in contrast to factorization forests, our summaries reduce the stack

word to one of bounded length (hence losing information). Also cru-

cially, taking summaries is compatible with pushing stack symbols:

Given a summary of𝑤 , one can compute a summary of 𝑎𝑤 .

Structure of the paper.We recall necessary notations and basic

results in Section 2, and state the main results in Section 3. Then

in Section 4 we show how to make a given indexed grammar pro-
ductive, meaning that every partial computation can be extended

to a full one. In Section 5 we introduce an object at the core of our

construction, the production monoid. In Section 6 we introduce new

rules that extend and reduce parts of the stack without altering the

downward closure of the language. We then proceed in Section 7 to

define summaries of stack contents with respect to the production

monoid. In Section 8 we leverage those summaries to compute from

an indexed grammar a context-free one with the same downward

closure, to which known constructions apply. Finally, in Section 9

we complement our upper bounds with matching lower bounds.

This paper contains internal links; every occurrence of a term is
linked to its definition. The reader can click on terms (and some
notations), or simply hover over them on some pdf readers, to get their
definition.

2 PRELIMINARIES

Words, trees and languages. Given a finite alphabet Σ, we write

Σ∗ for the set of words over Σ, and Σ𝑘 for the set of words of length

𝑘 . Given𝑤 ∈ Σ∗, we denote |𝑤 | its length. We assume familiarity

with basic finite automata theory, see [49] for an introduction.

We write𝑢 ⪯ 𝑣 if𝑢 is a (scattered) subword of 𝑣 ; that is, if𝑢 can be

obtained from 𝑣 by removing some of its letters. If a word𝑤 is equal

to 𝑢𝑣 , then we call 𝑢 a prefix, and 𝑣 a suffix of 𝑤 . The downward
closure of a language 𝐿 ⊆ Σ∗ is the set of subwords of words of 𝐿,
and is denoted 𝐿↓. An important reason for studying downward

closures is that they are always regular. This was first shown by

Haines [31, Theorem 3], but also follows from ⪯ being a well-quasi

ordering, which was shown earlier by Higman [33, Theorem 4.3]:

2
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Theorem 2.1. The downward closure of any language is regular.

A finite ordered Σ-labeled binary tree is a pair (𝜏, 𝜆) with 𝜏 a

finite prefix-closed subset of {0, 1}∗ such that for all 𝜈 ∈ 𝜏 , 𝜈1 ∈ 𝜏
implies 𝜈0 ∈ 𝜏 , and 𝜆 : 𝜏 → Σ a function mapping each node in

𝜏 to a label. We use the usual terminology for trees, with node,
leaf, branch, subtree, parent, child, ancestor, descendant etc. retaining
their usual meaning. The leaf word of 𝜏 is the word obtained by

concatenating 𝜆(𝜈1) . . . 𝜆(𝜈𝑘 ), where 𝜈1, . . . , 𝜈𝑘 are the leaves of 𝜏

read from left to right, i.e., in lexicographic order.

Indexed grammars. In this work we use a syntax for indexed

grammars that resembles the Chomsky normal form used for context-

free grammars. This simplifies semantics as well as proofs.

An indexed grammar is a tuple G = (𝑁,𝑇 , 𝐼, 𝑃, 𝑆) with
• 𝑁 the set of non-terminals, and 𝑆 ∈ 𝑁 the starting non-

terminal

• 𝑇 the set of terminal symbols

• 𝐼 the set of index symbols, also called stack symbols

• 𝑃 a set of productions, which are of the following types:

– 𝐴 → 𝑤 with𝑤 ∈ 𝑇 ∗
.

– 𝐴 → 𝐵𝐶 with 𝐴, 𝐵,𝐶 ∈ 𝑁
– 𝐴 → 𝐵𝑓 with 𝐴, 𝐵 ∈ 𝑁 and 𝑓 ∈ 𝐼
– 𝐴𝑓 → 𝐵 with 𝐴, 𝐵 ∈ 𝑁 and 𝑓 ∈ 𝐼

We define the size of G as |𝑁 | + |𝑃 | +∑
𝐴→𝑤∈𝑃 |𝑤 |. A context-free

grammar (or CFG) is an indexed grammar where all productions

are of the two first forms.

A sentential form is a word over the (infinite) alphabet 𝑁𝐼∗ ∪𝑇 .
The set of sentential forms is denoted SFG , or simply SF when the

grammar is clear from context. We write the elements of 𝑁𝐼∗ as
𝐴[𝑧], with 𝐴 ∈ 𝑁 a non-terminal and 𝑧 ∈ 𝐼∗ interpreted as the

content of its stack; such an element is sometimes referred to as a

term. If 𝑢 ∈ SF, we occasionally use the notation 𝑢 [𝑧] to denote the
sentential form obtained by pushing 𝑧 on top of the stack of every

non-terminal in 𝑢. The derivation relation⇒G (or simply⇒) over

SF is defined as:

𝑢𝐴[𝑧]𝑣⇒𝑢𝐵 [𝑧]𝐶 [𝑧]𝑣 if 𝐴 → 𝐵𝐶 ∈ 𝑃,
𝑢𝐴[𝑧]𝑣⇒𝑢𝐵 [𝑓 𝑧]𝑣 if 𝐴 → 𝐵𝑓 ∈ 𝑃,
𝑢𝐴[𝑓 𝑧]𝑣⇒𝑢𝐵 [𝑧]𝑣 if 𝐴𝑓 → 𝐵 ∈ 𝑃,
𝑢𝐴[𝑧]𝑣⇒𝑢𝑤𝑣 if 𝐴 → 𝑤 ∈ 𝑃 .

for all 𝑢, 𝑣 ∈ SF, 𝐴, 𝐵,𝐶 ∈ 𝑁 , 𝑓 ∈ 𝐼 , 𝑧 ∈ 𝐼∗ and 𝑤 ∈ 𝑇 ∗
. We write

*=⇒G (or simply *=⇒) for the reflexive transitive closure of⇒G .
The subword relation ⪯ is extended to SF in the natural way, i.e.

𝑢 ⪯ 𝑣 if 𝑢 can be obtained from 𝑣 by deleting terms. Note that on SF,
the ordering ⪯ is not a well-quasi ordering, since any two terms

𝐴[𝑧] and 𝐴[𝑧′] are incomparable for 𝑧, 𝑧′ ∈ 𝐼∗, 𝑧 ≠ 𝑧′.
Given a sentential form𝑢, wewrite LSF (𝑢) for the set of sentential

forms derivable from 𝑢, {𝑣 ∈ SF | 𝑢 *=⇒𝑣}. The language of G is

denoted L(G) and defined as LSF (𝑆) ∩ 𝑇 ∗
. Furthermore, for all

𝑋 ⊆ 𝑁 and 𝑢 ∈ SF, the language L𝑋 (𝑢) is defined as the set

LSF (𝑢) ∩ (𝑋 ∪ 𝑇 )∗ of sentential forms derivable from 𝑢 with all

stacks empty, and all non-terminals in 𝑋 . In particular, L∅ (𝑢) is the
set of terminal words which can be derived from 𝑢. If the language

L∅ (𝑢) is non-empty then we say that 𝑢 is productive.
A derivation tree is a finite ordered tree 𝜏 whose nodes are labeled

by elements of 𝑁𝐼∗ ∪𝑇 ∗
, with the following constraints. For each

node 𝜈 with label 𝐴[𝑧] (where 𝐴 ∈ 𝑁 and 𝑧 ∈ 𝐼∗), exactly one of

the following holds

• 𝜈 is a leaf

• 𝜈 has one child labeled𝑤 for some 𝐴 → 𝑤 ∈ 𝑃
• 𝜈 has two children labeled 𝐵 [𝑧] and 𝐶 [𝑧], for some produc-

tion 𝐴 → 𝐵𝐶 ∈ 𝑃
• 𝜈 has one child labeled 𝐵 [𝑓 𝑧] for some 𝐴 → 𝐵𝑓 ∈ 𝑃
• 𝜈 has one child labeled 𝐵 [𝑧′] for some 𝐴𝑓 → 𝐵 ∈ 𝑃 , with
𝑧 = 𝑓 𝑧′.

A derivation tree whose root is labeled 𝐴[𝑧] and whose leaf word

is equal to 𝑢 is called a derivation tree from 𝐴[𝑧] to 𝑢. If 𝑢 ∈ 𝑇 ∗
we

say that the derivation tree is complete.

Remark 2.1. An easy induction shows that for all 𝐴[𝑧] ∈ 𝑁𝐼∗, a
sentential form 𝑢 can be derived from 𝐴[𝑧] if and only if 𝑢 is the leaf
word of a derivation tree whose root is labeled𝐴[𝑧]. In the forthcoming
proofs we will either use sentential forms or derivation trees depending
on what is most convenient.

Remark 2.2. When describing examples of indexed grammars, we
will use rules of the form 𝐴𝑓 → 𝑢 and 𝐴 → 𝑢 with 𝑢 ∈ (𝑁 ∪ 𝑇 )∗.
This is just syntactic sugar, as we can replace them with rules from
Definition 2 while adding a small number of non-terminals, in the
spirit of the Chomsky normal form [19]. This transformation incurs a
linear size increase the grammar. Details are left to Appendix A.

Example 2.2. We can define the language {𝑎𝑛𝑏𝑛2 | 𝑛 ∈ N} with
an indexed grammar:

𝑆 → 𝑇 𝑔 # 𝑔 is the stack bottom symbol;

𝑇 → 𝑇 𝑓 # we push some number 𝑛 of 𝑓 ;

𝑇 → 𝐴

𝐴 𝑔 → 𝜀 # if 𝑛 = 0 then return 𝜀;

𝐴 𝑓 → 𝐶 # if 𝑛 > 0 we pop an 𝑓 ;

𝐶 → 𝑎𝐴𝐵 # repeat 𝑛 times to get 𝑎𝑛𝐵 [𝑔]𝐵 [𝑓 𝑔] · · ·𝐵 [𝑓 𝑛−1𝑔];
𝐵 𝑓 → 𝑏𝑏𝐵

𝐵 𝑔 → 𝑏 #the 𝐵s output 𝑏
∑𝑛−1

𝑖=0 (2𝑖+1) = 𝑏𝑛
2

.

Remark 2.3. We can assume without loss of generality that every
symbol pushed on the stack carries the information of the production
rule used to push it (this property can always be ensured by adding a
quantity of new stack symbols and production rules that is at most
quadratic in the size of the grammar). Formally, we assume that there
are functions 𝛼, 𝛽 : 𝐼 → 𝑁 such that for every push rule 𝐴 → 𝐵𝑓

we have 𝐴 = 𝛼 (𝑓 ) and 𝐵 = 𝛽 (𝑓 ). We also assume that for all 𝑓 ∈ 𝐼
there is a rule of the form 𝐴 → 𝐵𝑓 in 𝑃 . Clearly stack symbols not
satisfying this condition can be removed.

Complexity.We define the functions exp𝑘 : N → N inductively by

setting exp
0
(𝑛) = 𝑛 and exp𝑘+1 (𝑛) = 2

exp𝑘 (𝑛) . A function 𝑓 : N →
N is (at most) 𝑘-fold exponential if there is a constant 𝑐 > 0 such that

𝑓 (𝑛) ≤ exp𝑘 (𝑛𝑐 ) for almost all 𝑛. We say that 𝑓 is at least 𝑘-fold
exponential if there is a constant 𝑐 > 0 such that 𝑓 (𝑛) ≥ exp𝑘 (𝑛𝑐 )
for infinitely many 𝑛. Instead of 2-fold, 3-fold, 4-fold exponential,

resp., we also say doubly, triply, or quadruply exponential, resp.

For 𝑘 ≥ 1, the class co-𝑘-NEXP consists of the complements of sets

3
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accepted by an 𝑓 -time-bounded non-deterministic Turing machine,

for some 𝑓 : N → N that is at most 𝑘-fold exponential.

3 MAIN RESULTS
In this section, we present the main results of this work.

Non-deterministic automata. Our first main contribution is an

algorithm to compute an NFA of at most triply exponential size for

the downward closure of an indexed language:

Theorem 3.1. Given an indexed grammar G, one can compute (in
triply exponential time) a triply-exponential-sized NFA for L(G)↓.

We also provide an asymptotically matching lower bound, which

we infer from the following result:

Theorem 3.2. Given 𝑛 ∈ N (in unary encoding), we can compute
in polynomial time an indexed grammar for the language {aexp3 (𝑛) }.

An NFA for {aexp3 (𝑛) }↓ clearly requires at least exp
3
(𝑛) states,

implying Corollary 3.3.

Corollary 3.3. There is a family (G𝑛)𝑛≥1 of indexed grammars
of size polynomial in 𝑛 such that any NFA for L(G𝑛)↓ requires at
least exp

3
(𝑛) states.

Deterministic automata.Of course, Theorem 3.1 implies a quadru-

ply exponential upper bound for deterministic automata:

Corollary 3.4. Given an indexed grammar G, one can compute
(in quadruply exponential time) a DFA of at most quadruply expo-
nential size for L(G)↓.

Here, we have an asymptotically matching lower bound as well:

Theorem 3.5. There is a family (G𝑛)𝑛≥1 of indexed grammars of
size polynomial in 𝑛 such that any DFA for L(G𝑛)↓ requires at least
exp

4
(𝑛) states.

Downward closure comparisons. Theorem 3.1 and our construc-

tion for Theorem 3.2 also allow us to settle the complexity of deci-

sion problems related to downward closures. The downward closure
inclusion problem (for indexed languages) asks whether two given

indexed languages 𝐿1, 𝐿2 satisfy 𝐿1↓ ⊆ 𝐿2↓. Similarly, the downward
closure equivalence problem asks whether 𝐿1↓ = 𝐿2↓.

In [58, Corollary 18], it was shown that downward closure inclu-

sion and equivalence for indexed languages are co-2-NEXP-hard.
Here, we settle their precise complexity:

Theorem 3.6. Downward closure inclusion and downward closure
equivalence for indexed languages are co-3-NEXP-complete.

Here, the upper bounds follow fromTheorem 3.1 and the fact that

downward closure inclusion and equivalence are coNP-complete

for NFAs (see [12, Section 5] and [36, Proposition 7.3]).

The pumping threshold for indexed languages. Our lower
bound technique also settles the growth of the pumping threshold

of indexed grammars. Consider the function

𝔓(𝑛) = max{|𝑤 | | there is an indexed grammar G of size 𝑛

with𝑤 ∈ L(G) such that L(G) is finite}

We call𝔓(𝑛) the pumping threshold (for size 𝑛) because placing an

upper bound on𝔓(𝑛) usually involves a pumping argument.

An analogous pumping threshold function for NFAs and CFGs

is well-understood: It is linear for NFAs and exponential for CFGs.

For indexed grammars, there are two proofs of a triply exponential

upper bound: the pumping lemmas of Hayashi [32, Theorem 5.1]

and Smith [53, Theorem 1] (Smith’s proof mentions the bound

explicitly; Hayashi’s proof requires some analysis for this). We

complement this by showing a triply exponential lower bound:

Corollary 3.7. 𝔓 grows at least triply exponentially.

This follows from Theorem 3.2, because {aexp3 (𝑛) } is finite but
has an indexed grammar of size polynomial in 𝑛. It should be noted

that [37, Section 7] claims a doubly exponential upper bound for

𝔓. Unfortunately, this seems to result from a miscalculation, see

Appendix B for a discussion.

Remark 3.1. A triply exponential upper bound on𝔓(𝑛) also fol-
lows from our Theorem 3.1: If an indexed grammar G generates a
word that is longer than the number of states of an NFA for L(G)↓,
then L(G)↓must be infinite, and hence also L(G).

Structure of the paper. In Sections 4 to 8, we will prove Theo-

rem 3.1, fromwhich all remaining upper bounds follow. In Section 9,

we will then prove all lower bounds.

4 PRODUCTIVENESS
For the rest of the paper, we assume that our input grammar G
generates a non-empty language. This is because emptiness of

indexed languages can be decided in EXPTIME [25, Theorem 7.12],

and if L(G) is empty, an NFA for L(G)↓ is immediate.

However, we will need to establish the stronger guarantee of

productiveness, which expresses the absence of deadlocks. This

means that if we can produce a sentential form 𝑢, then from 𝑢 we

can derive a terminal word in 𝑇 ∗
.

Productive grammars.We say that G is productive if for all 𝑢 ∈
LSF (𝑆) we have L∅ (𝑢) ≠ ∅, that is, from every sentential form

obtained from 𝑆 we can derive a word in 𝑇 ∗
.

This property is especially useful for downward closure compu-

tation. In a productive indexed grammar, we can observe: for all

𝑢, 𝑣 ∈ LSF (𝑆), if 𝑣 is such that 𝑣 ⪯ 𝑢, then L∅ (𝑣) ⊆ L∅ (𝑢)↓. In other

words, we can interleave derivations and deletion of terms without

any risk of obtaining “extra” terminal words. This property does

not hold in general, because deleting terms that cannot produce

terminal words may allow the derivation of a terminal word that is

not in the downward closure.

Example 4.1. The following grammar G is not productive.

𝑆 → 𝑆⊥ 𝑆 → 𝑆 𝑓 𝑆 → 𝑆𝑔

𝑆 → 𝐴𝐴 𝑆 → 𝐴𝐴𝐶

𝐴𝑓 → 𝑎𝐴 𝐴𝑔 → 𝑏

𝐶𝑓 → 𝑐𝐶 𝐶𝑔 → 𝐶𝐴𝐵

𝐴⊥ → 𝜀 𝐶⊥ → 𝜀.

The language of G is {𝑤2 | 𝑤 ∈ {𝑎, 𝑏}∗} ∪ {𝑎2𝑛𝑐𝑛 | 𝑛 > 0}.
In particular, by setting 𝑢 = 𝐴[𝑔𝑓⊥]𝐴[𝑔𝑓⊥]𝐶 [𝑓⊥]𝐴[𝑓⊥]𝐵 [𝑓⊥]
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and 𝑣 = 𝐶 [𝑓⊥]𝐴[𝑓⊥] we have 𝑣 ⪯ 𝑢 and 𝑢 ∈ LSF (𝑆), but 𝑐𝑎 ∈
L∅ (𝑣) while L∅ (𝑢)↓ = ∅ (since 𝐵 cannot produce a terminal word).

Moreover, 𝑐𝑎 ∉ L(G)↓. In this case, it is easy to modify G to obtain

a productive grammar which generates the same language.

Tracking productivity of non-terminals. Before we describe
our method for achieving productiveness, we observe that tracking

the non-terminals which, with a given stack content, can derive a

sentential form with terms confined to a certain subset, gives rise

to a left semigroup action.

Definition 4.2. For 𝑋 ⊆ 𝑁 and 𝑧 ∈ 𝐼∗, we define
𝑧 · 𝑋 = {𝐴 ∈ 𝑁 | L𝑋 (𝐴[𝑧]) ≠ ∅},

i.e. 𝑧 · 𝑋 is the set of non-terminals 𝐴 so that the term 𝐴[𝑧] can
derive a sentential form consisting of terminals and empty-stack

occurrences of non-terminals in 𝑋 . Let U be defined as the set of

non-terminals which can derive a word in 𝑇 ∗
, i.e.

U = {𝐴 ∈ 𝑁 | L∅ (𝐴) ≠ ∅}.

Note that L(G) is empty if and only if 𝑆 ∉ U.
We will often rely on the fact that 𝐼∗ acts (on the left) as a semi-

group
2
on the power set 2

𝑁
, as we state now:

Lemma 4.3. For every 𝑓 ∈ 𝐼 , 𝑧 ∈ 𝐼∗, and 𝑋 ⊆ 𝑁 , we have 𝑓 𝑧 ·𝑋 =

𝑓 · (𝑧 · 𝑋 ). Moreover, 𝑧 · U = 𝑧 · ∅.

Here, only the inclusion 𝑓 𝑧 ·𝑋 ⊆ 𝑓 · (𝑧 ·𝑋 ) is not trivial: It holds
because a derivation that eliminates 𝑓 𝑧 from the stack must in each

branch first remove 𝑓 , and then 𝑧. The proof is in Appendix C.1.

Achieving productiveness.We are now ready to present our con-

struction of a productive equivalent of G. Formally, the annotated
version of G, denoted G = (𝑁,𝑇 , 𝐼, 𝑃, 𝑆), is defined as follows. Recall
that we assumed L(G) ≠ ∅, thus 𝑆 ∈ U. Otherwise, we have:
• 𝑁 = {(𝐴,𝑋 ) ∈ 𝑁 × 2

𝑁 | 𝐴 ∈ 𝑋 }, 𝐼 = 𝐼 × 2
𝑁
, and 𝑆 = (𝑆,U),

• 𝑃 contains the following rules:

– (𝐴,𝑋 ) → 𝑤 for all 𝐴 → 𝑤 ∈ 𝑃 with𝑤 ∈ 𝑇 ∗

– (𝐴,𝑋 ) → (𝐵,𝑋 ) (𝐶,𝑋 ) for all𝐴 → 𝐵𝐶 ∈ 𝑃 with𝐴, 𝐵,𝐶 ∈ 𝑋
– (𝐴,𝑋 ) → (𝐵,𝑌 ) (𝑓 , 𝑋 ) for all 𝐴 → 𝐵𝑓 ∈ 𝑃 with 𝑌 = 𝑓 · 𝑋 ,
𝐴 ∈ 𝑋 and 𝐵 ∈ 𝑌

– (𝐴,𝑌 ) (𝑓 , 𝑋 ) → (𝐵,𝑋 ) for all 𝐴𝑓 → 𝐵 ∈ 𝑃 with 𝑌 = 𝑓 · 𝑋 ,
𝐴 ∈ 𝑌 and 𝐵 ∈ 𝑋

Note that a stack word 𝑧 = (𝑓𝑛, 𝑋𝑛) · · · (𝑓1, 𝑋1) ∈ 𝐼
∗
appearing

as an infix of a stack content in a derivation of G must be so that

𝑋𝑖 = 𝑓𝑖−1 · 𝑋𝑖−1 for all 𝑖 > 1. A stack word satisfying this property

is determined by its projection onto 𝐼∗ and its last element. Given

𝑧 = 𝑓𝑛 · · · 𝑓1 ∈ 𝐼∗ and 𝑋 ⊆ 𝑁 , define 𝑧𝑋 as (𝑓𝑛, 𝑋𝑛) · · · (𝑓1, 𝑋1) with
𝑋1 = 𝑋 and 𝑋𝑖+1 = 𝑓𝑖 · 𝑋𝑖 for all 𝑖 < 𝑛. Given 𝐴[𝑧] ∈ 𝑁𝐼+ with

𝑧 = 𝑓𝑛 · · · 𝑓1 and 𝐴 ∈ 𝑧 · 𝑋 , the 𝑋 -based annotation of 𝐴[𝑧] is the
G term (𝐴,𝑌 ) [𝑧] = (𝐴,𝑌 ) [(𝑓𝑛, 𝑋𝑛) · · · (𝑓1, 𝑋1)] ∈ 𝑁 𝐼

+
such that

𝑋1 = 𝑋 , 𝑌 = 𝑓𝑛 · 𝑋𝑛 and 𝑋𝑖 = 𝑓𝑖−1 · 𝑋𝑖−1 for all 𝑖 > 1. In particular,

by Lemma C.1 we have 𝑋𝑖 = 𝑓𝑖−1 · · · 𝑓1 ·𝑋 for all 𝑖 and 𝑌 = 𝑧 ·𝑋 . In
the case of an empty stack,the 𝑋 -based annotation of 𝐴 is (𝐴,𝑋 ).

Correctness of the construction.Having definedG, we can prove

that it serves its purpose:

2
However, it does not act as a monoid, because 𝜀 ·𝑋 it not necessarily𝑋 , as a set 𝑧 ·𝑋
always includes U.

Lemma 4.4. G and G have the same language, and G is productive.

The mostly straightforward proof can be found in Appendix C.2.

Remark 4.1. Although we are able to turn any indexed grammar
into a productive one with the same language, this transformation
incurs an exponential blow-up in the size. Therefore, in order to obtain
tight complexity bounds, we do not simply assume productiveness of
the input grammar. Rather, we work with annotated versions explicitly
when needed.

5 THE STACK MONOID

Overall goal. Another key aspect of our construction is the stack

monoid—a finite monoid in which we evaluate stack contents. Es-

sentially, we map a stack 𝑧 ∈ 𝐼∗ to a monoid element that encodes
3

• the non-terminals from and to which this content was

pushed (which are unique thanks to Remark 2.3), and

• for each pair 𝐴, 𝐵 of non-terminals, whether we can derive

a sentential form containing 𝐵 from 𝐴[𝑧] (i.e., whether we
can obtain a 𝐵 by popping 𝑧 from 𝐴).

The purpose of this encoding is that based on this information, we

will be able to simplify (or expand) stack contents during deriva-

tions, while preserving the downward closure. For example, if we

have a derivation from𝐴[𝑧] to a sentential form𝑢𝐵𝑣 , then we could

just erase 𝑢 and 𝑣 , thus turning 𝐴[𝑧] into 𝐵. Even better, if we have

a derivation from 𝐴[𝑧] to 𝐴 then, roughly speaking, this means we

can turn any term 𝐴[𝑧𝑧′] into 𝐴[𝑧′].
Observations like this, based on the stack monoid, will be used in

Section 6 to define more involved stack manipulations. In Section 7,

these will allow us to reduce, roughly speaking, every stack to one

of doubly exponentially many.

Semigroup terminology. We begin with some terminology. A

semigroup (S, ·) is a set equipped with an associative product. We

will often identify a semigroup with its set of elements and de-

note it simply as S, when the product operation is clear. A monoid

(M, ·, 1M) is a semigroup with a neutral element 1M.

Given a monoid (M, ·), define𝜓M : M∗ → M to be its evaluation
morphism, which maps a sequence of elements of M to its product,

with the empty sequence being mapped to 1M. An element 𝑥 ∈ M
is idempotent if 𝑥 · 𝑥 = 𝑥 . The set of idempotent elements of M is

denoted Idem(M).
In all that follows we fix an indexed grammar G = (𝑁,𝑇 , 𝐼, 𝑃, 𝑆).

We will mainly work with its annotated version G. Note that we
cannot use the annotation construction as a black box and simply

assume that the input grammar is productive (see Remark 4.1).

Formal definition. Let us now start by describing formally the

monoid at hand. It is a bit more involved than what is described

above since we have to account for the productiveness issues ex-

plained in the previous section. We will use the boolean matrix

monoid over non-terminals of G: This monoid is defined as the set

of matrices B𝑁×𝑁
, with B = {⊤,⊥}. The product is the usual prod-

uct of matrices over the Boolean semiring (B,∨,∧), and the neutral

3
Notice that there is a dissymmetry between push and pop here (in fact, throughout

the construction). This is because a stack symbol is only pushed once, but may be

popped on multiple branches.
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element is the matrix with ⊤ on the diagonal and ⊥ everywhere

else. Given matrices𝑀1, 𝑀2, we write𝑀1𝑀2 for their product.

We also define, for all 𝑋 ⊆ 𝑁 , the reachability relation R𝑋 over

𝑁 . It relates two non-terminals if from the first one we can produce

a sentential form containing the second one, with empty stacks.

Formally,

𝐴 R𝑋 𝐵 if and only if there is a derivation (𝐴,𝑋 ) *=⇒G𝑢 (𝐵,𝑋 )𝑣 with
𝑢, 𝑣 ∈ SF

(note that due to the productiveness property, requiring stack empti-

ness is only important for (𝐵,𝑋 )).
Let 𝑄 be the set of tuples (𝐵,𝑌,𝑀,𝐴,𝑋 ) with 𝐴, 𝐵 ∈ 𝑁 non-

terminals, 𝑋,𝑌 ⊆ 𝑁 sets of non-terminals, and𝑀 ∈ B𝑁×𝑁
. Define

the stack monoid as the monoid (M, ·, 1M) whose elements are

𝑄 ∪ {1M} ∪ {0M}, where 0M satisfies 0M · 𝑥 = 𝑥 · 0M = 0M for all

𝑥 ∈ M, and whose product operation is defined as follows:

(𝐵2, 𝑌2, 𝑀2, 𝐴2, 𝑋2) · (𝐵1, 𝑌1, 𝑀1, 𝐴1, 𝑋1) ={
(𝐵2, 𝑌2, 𝑀1𝑀2, 𝐴1, 𝑋1) if 𝑋2 = 𝑌1 and 𝐵1 R𝑋2

𝐴2

0M otherwise.

Let 𝛼, 𝛽 be the functions described in Remark 2.3 forG. We define

a morphism 𝜑 : 𝐼
+ → M as follows. For each letter (𝑓 , 𝑋 ) ∈ 𝐼 , set

𝜑 (𝑓 , 𝑋 ) = (𝛽 (𝑓 ), 𝑓 · 𝑋,𝑀𝑓 ,𝑋 , 𝛼 (𝑓 ), 𝑋 ),

where for all 𝐴, 𝐵 ∈ 𝑁 , 𝑀𝑓 ,𝑋 (𝐴, 𝐵) = ⊤ if and only if there exist

𝑢, 𝑣 ∈ (𝑋 ∪𝑇 )∗ such that 𝐴[𝑓 ] *=⇒G𝑢𝐵𝑣 . Note that computing this

matrix easily reduces to an emptiness check for an indexed grammar,

which can be done in exponential time.

Feasibility. Let us mention some basic properties of stacks that are

encoded in their image in M. The first concerns whether a given

stack content can be pushed:We say that a non-empty stack content

(in either 𝐼∗ or 𝐼
∗
) is feasible if, starting from some non-terminal,

it can be pushed onto the stack of some non-terminal. In the case

of an annotated stack content 𝑧 = (𝑓𝑛, 𝑋𝑛) · · · (𝑓1, 𝑋1) ∈ 𝐼
∗
, this is

equivalent to the existence of a derivation

(𝛼 (𝑓1), 𝑋1) *=⇒G𝑢 (𝛽 (𝑓𝑛), 𝑓𝑛 · 𝑋𝑛) [𝑧]𝑣

with 𝑢, 𝑣 ∈ SF. The following lemma says that the stack monoid

distinguishes the feasible stack contents in 𝐼
∗
.

Lemma 5.1. Let 𝑧 = (𝑓𝑛, 𝑋𝑛) · · · (𝑓1, 𝑋1) ∈ 𝐼
∗
be a stack content.

The following are equivalent:
(1) 𝑧 is feasible
(2) 𝜑 (𝑧) ≠ 0M
(3) for all 𝑖 > 1, 𝑋𝑖 = 𝑓𝑖 · 𝑋𝑖−1 and 𝛽 (𝑓𝑖−1) R𝑋𝑖

𝛼 (𝑓𝑖 ).

The proof is given in Appendix D.1. Note that Lemma 5.1 shows

that all feasible stack contents in 𝐼
∗
can be written as 𝑧𝑋 for some

feasible 𝑧 ∈ 𝐼∗ and 𝑋 ⊆ 𝑁 (hence, we sometimes assume that a

stack content is of this form).

Let (𝐴,𝑋 ) ∈ 𝑁 and 𝑧 = (𝑓𝑛, 𝑋𝑛) · · · (𝑓1, 𝑋1) ∈ 𝐼
∗
, we say that the

term (𝐴,𝑋 ) [𝑧] is feasible if 𝑧 is feasible,𝑋 = 𝑓𝑛 ·𝑋𝑛 and 𝛽 (𝑓𝑛) R𝑋 𝐴.

Pushing between specific non-terminals. We will now see that

M encodes which non-terminals allow a stack content to be pushed,

and which non-terminals can result. More formally, 𝜑 (𝑧) encodes

all pairs of non-terminals (𝐶,𝑋 ), (𝐷,𝑌 ) ∈ 𝑁 such that (𝐶,𝑋 ) can
derive a sentential form 𝑢 (𝐷,𝑌 ) [𝑧]𝑣 .

Lemma 5.2. Let 𝑧 ∈ 𝐼+ a non-empty stack content, let 𝑋 ⊆ 𝑁

and let (𝐵,𝑌,𝑀,𝐴,𝑋 ) = 𝜑 (𝑧𝑋 ). Then for all 𝐶 ∈ 𝑋 and 𝐷 ∈ 𝑌 , the
following are equivalent:

• 𝐶 R𝑋 𝐴 and 𝐵 R𝑌 𝐷

• there exist 𝑢, 𝑣 ∈ SF such that (𝐶,𝑋 ) *=⇒G𝑢 (𝐷,𝑌 ) [𝑧
𝑋 ]𝑣 .

This lemma is proven in Appendix D.2.

Popping between specific non-terminals. Finally, our monoid

even encodes popping behavior. Specifically, the matrix 𝑀 inside

𝜑 (𝑧𝑋 ) tells us for which non-terminals 𝐷 and 𝐶 , it is possible to

pop 𝑧 from 𝐷 to 𝐶:

Lemma 5.3. Let 𝑧 ∈ 𝐼+ a non-empty stack content, let 𝑋 ⊆ 𝑁 and
let (𝐵,𝑌,𝑀,𝐴,𝑋 ) = 𝜑 (𝑧𝑋 ). The following are equivalent:

• 𝑀 (𝐷,𝐶) = ⊤
• 𝐶 ∈ 𝑋 , 𝐷 ∈ 𝑌 and there exist 𝑢, 𝑣 ∈ (𝑋 ∪𝑇 )∗ such that

𝐷 [𝑧] *=⇒G𝑢𝐶𝑣

• 𝐶 ∈ 𝑋 , 𝐷 ∈ 𝑌 and there exist 𝑢, 𝑣 ∈ SFG such that

(𝐷,𝑌 ) [𝑧𝑋 ] *=⇒G𝑢 (𝐶,𝑋 )𝑣 .

This lemma is proven in Appendix D.3.

6 PUMPING AND SKIPPING
We introduce two new derivation rules on the terms of G, and show

that they preserve the downward-closure of the resulting language.

Essentially, we show that, under certain conditions, sequences of

more than 2|𝑁 | contiguous infixes mapping to the same idempotent

can be extended and reduced.

This will let us abstract stack contents by forgetting everything

but the first and last 𝑁 elements in such sequences of infixes map-

ping to the same idempotent. By adapting a recent construction

by Gimbert, Mascle and Totzke [27], we will show that this allows

us to obtain summaries of stack contents, of size bounded by an

exponential function in the size of G.

Pump and skip derivation steps. Let us formally define the two

rules. The pump rule is defined as follows:

(𝐵,𝑋 ) [𝑧]→pump (𝐵,𝑋 ) [𝑧𝑒𝑧]

for all (𝐴,𝑋 ) ∈ 𝑁 , 𝑒 = (𝐵,𝑋,𝑀,𝐴,𝑋 ) ∈ Idem(M) \ {0M, 1M},
𝑧𝑒 ∈ 𝐼+ with 𝜑 (𝑧𝑒 ) = 𝑒 , and 𝑧 ∈ 𝐼∗.

The skip rule is first defined on stack contents:

𝑧′𝑢1 · · ·𝑢𝑁 𝑧𝑒𝑢1 · · ·𝑢𝑁 𝑧→skip𝑧
′𝑢1 · · ·𝑢𝑁 𝑧

for all 𝑧′, 𝑢1, . . . , 𝑢𝑁 , 𝑧𝑒 , 𝑧 ∈ 𝐼
∗
and 𝑒 ∈ Idem(M) \ {0M} such

that 𝜑 (𝑢1) = · · · = 𝜑 (𝑢𝑁 ) = 𝜑 (𝑧𝑒 ) = 𝑒 (where the 𝑢𝑖 are in

one-to-one correspondence with 𝑁 ; we use the subscript 𝑁 in-

stead of |𝑁 | for convenience). We then extend it to terms naturally:

(𝐴,𝑋 ) [𝑧]→skip (𝐴,𝑋 ) [𝑧′] whenever 𝑧→skip𝑧
′
. Observe that the skip

rule erases symbols (potentially deep) inside the stack, not just at
the top. Nevertheless, we will see that allowing the skip rule does

not extend the language beyond its downward closure.

Both the pump rule and skip rules are extended to sentential

forms as expected: 𝑢→pump𝑢
′
if 𝑢′ is obtained by applying→pump

6
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to a term in 𝑢, and the same goes for →skip. We write ⇒pump, skip, G
for the union of the three relations ⇒G , →pump and →skip, and

*=⇒pump, skip, G for its reflexive transitive closure. We may thus define

Lpump,skip (G) = {𝑤 ∈ 𝑇 ∗ | (𝑆,U) *=⇒pump, skip, G𝑤}.

Pump and skip are harmless.We now show that these additional

rules do not extend our language beyond its downward closure:

Proposition 6.1. Lpump,skip (G) ⊆ L(G)↓

The full proof is presented in Appendix E.1 and we sketch the

ideas here. For the pump rule this is not hard. It follows from

the definition of the product of M that if 𝑒 = (𝐵,𝑋,𝑀,𝐴,𝑋 ) is an
idempotent, then 𝐵 R𝑋 𝐴, i.e., there must be a derivation from

(𝐵,𝑋 ) to some 𝑢 (𝐴,𝑋 )𝑣 . By erasing 𝑢 and 𝑣 (thanks to downward

closure and productiveness), from (𝐵,𝑋 ) [𝑧] we can reach (𝐴,𝑋 ) [𝑧],
whence we can reach (𝐵,𝑋 ) [𝑧𝑒𝑧] (where 𝜑 (𝑧𝑒 ) = 𝑒) thanks to

Lemma 5.2. Hence, any terminal word derived from (𝐵,𝑋 ) [𝑧𝑒𝑧] is
a subword of a terminal word derived from (𝐵,𝑋 ) [𝑧] (note that the
productiveness of G is essential here).

Eliminating skip. Replacing applications of the skip rule requires

more work. In an indexed grammar, a symbol is pushed once on the

stack, but may be popped on multiple branches of a derivation. To

tackle this issue, we make the following observations, illustrated by

Figure 1. When a sequence 𝑢 ∈ 𝐼
∗
with 𝜑 (𝑢) = (𝐵,𝑌,𝑀,𝐴,𝑋 )

is popped along a branch starting with a non-terminal (𝐷,𝑌 ),
the resulting non-terminal (𝐶,𝑋 ) (after popping 𝑢) must satisfy

𝑀 (𝐷,𝐶) = ⊤ (see Lemma 5.3).

Now suppose we are popping a sequence of infixes 𝑢1 · · ·𝑢𝑁 ,

with 𝜑 (𝑢1) = · · · = 𝜑 (𝑢𝑁 ) = 𝑒 = (𝐵,𝑋,𝑀,𝐴,𝑋 ) ∈ Idem(M),
along a branch starting with the non-terminal (𝐴0, 𝑋 ). Consider,
for 𝑖 = 1, . . . , |𝑁 |, the non-terminal (𝐴𝑖 , 𝑋 ) obtained along that

branch right after popping 𝑢1 · · ·𝑢𝑖 . By Lemma 5.3, it follows that

𝑀 (𝐴𝑖 , 𝐴𝑖+1) = ⊤ for 𝑖 = 0, . . . , |𝑁 |. Since 𝑒 is idempotent,𝑀𝑀 = 𝑀 ,

and we can then apply the following elementary lemma.

Lemma 6.2. Let 𝑀 ∈ B𝑁×𝑁 a matrix. If 𝑀𝑀 = 𝑀 and we
have terms 𝐴0, . . . , 𝐴𝑁 ∈ 𝑁 such that 𝑀 (𝐴𝑖 , 𝐴𝑖+1) = ⊤ for all
𝑖 = 1, . . . , |𝑁 | − 1, then there exists 𝑖 such that𝑀 (𝐴𝑖 , 𝐴𝑖 ) = ⊤.

Proof. By the pigeonhole principle, there exist 𝑖 < 𝑗 such that

𝐴𝑖 = 𝐴 𝑗 . Since𝑀 is idempotent,𝑀 𝑗−𝑖 = 𝑀 . Hence, we have

𝑀 (𝐴𝑖 , 𝐴𝑖 ) = 𝑀 𝑗−𝑖 (𝐴𝑖 , 𝐴 𝑗 ) =
𝑗−1∧
𝑙=𝑖

𝑀 (𝐴𝑙 , 𝐴𝑙+1) = ⊤. □

Thus, one of the 𝐴𝑖 is such that 𝑀 (𝐴𝑖 , 𝐴𝑖 ) = ⊤ (note that 𝑖

may depend on the branch). This means that for all 𝑧 ∈ 𝐼
∗
with

𝜑 (𝑧) = 𝑒 , we have a derivation from (𝐴𝑖 , 𝑋 ) [𝑧] to 𝑢 (𝐴𝑖 , 𝑋 )𝑢′ for
some 𝑢,𝑢′ ∈ SF which can be erased since we are only interested in

the downward closure (and because of the productiveness property).

Hence, (𝐴𝑖 , 𝑋 ) can “erase” an arbitrary sequence of infixes map-

ping to 𝑒 at the top of its stack. The skip rule is obtained, roughly

speaking, by erasing the sequence 𝑢𝑖+1 · · ·𝑢𝑁 𝑧𝑒𝑢1 · · ·𝑢𝑖 at the ap-
propriate (𝐴𝑖 , 𝑋 ) in each branch of a derivation. Since we are sure

to encounter, when popping a sequence of |𝑁 | infixes mapping

to 𝑒 , such a non-terminal on every branch of the derivation (i.e.

which can pop such infixes at will), we are able to eliminate all

applications of the skip rule (see Appendix E.1 for the full proof).

7 SUMMARIZING STACK CONTENTS
We have shown that adding the pump rule and skip rule to our

annotated indexed grammar does not change its downward closure.

Those rules give us a lot of flexibility on the infixes of the stack

mapping to idempotents: the pump rule lets us extend them, and

the skip rule reduce them.

We wish to compress stack contents into bounded summaries,

where such sequences of infixes are abstracted away, by remem-

bering only the first and last |𝑁 | of them. A natural candidate for

this task is Simon’s factorization forest theorem [52]. It gives us a

way to evaluate a word in a finite monoid via a tree of bounded

height, using binary products and arbitrary iterations of idempo-

tent elements. If we only care about the first and last |𝑁 | elements

in a sequence of idempotent infixes, we can cut out from this tree

all the nodes corresponding to the remaining idempotent infixes.

Two problems remain: First, Simon’s theorem gives a linear

bound for the height of the tree in the monoid size. In our case this

would yield summaries of doubly exponential size, and a quadruply

exponential upper bound on an NFA for the downward closure,

while our lower bound is only triply exponential. To solve this, we

dive deeper into the structure of the monoid, utilizing results by

Jecker [34] which let us cut our monoid into polynomially many

layers. Within each layer, we decompose the word by reading it

from right to left and compressing sequences of idempotent infixes.

The other problem is that to simulate the indexed grammar with

a CFG, we use a version of the push operation on the compressed

words: from the compressed version of a word 𝑧 and a letter 𝑥 ,

we need to be able to compute the compressed version of 𝑥𝑧. This

is not a property of Simon’s theorem, at least not in its original

formulation. One way to circumvent this problem was through

the introduction of forward Ramsey splits [21], a weaker version of

factorizations which still detects sequences of idempotent infixes.

As a matter of fact, Jecker’s results have been applied to improve

computational bounds on those splits [42]. It may be interesting

to see if one can obtain a form of summaries from such splits, by

losing information to obtain a bounded object. Here, however, we

do not rely on these, but provide an elementary construction which

is computed deterministically by reading the word right-to-left.

We rely on a recent construction of such summaries presented

in [27]. Our exposition is self-contained, however, since we use

different notation and our summaries need to be constructed in

a slightly different manner. Specifically, theirs need to remember

only the first and last infixes, while we need the last |𝑁 |, and theirs
are constructed as trees of bounded height, bottom-up, while we

need to build ours from right to left along the stack content.

Green’s relations.We begin with some notions from semigroup

theory. Let (M, ·, 1M) be a finite monoid. We define the usual Green

relations J ,L,R,H onM, starting with the following quasi-orders:

• 𝑥≤J𝑦 if there exist 𝑎, 𝑏 ∈ M such that 𝑥 = 𝑎 · 𝑦 · 𝑏
• 𝑥≤L𝑦 if there exist 𝑎 ∈ M such that 𝑥 = 𝑎 · 𝑦
• 𝑥≤R𝑦 if there exist 𝑏 ∈ M such that 𝑥 = 𝑦 · 𝑏
• 𝑥≤H𝑦 if 𝑥≤L𝑦 and 𝑥≤R𝑦
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𝐴0 [𝑢1 . . . 𝑢𝑁 ]

𝐴𝑖 [𝑢𝑖+1 . . . 𝑢𝑁 ]
𝐴𝑖 = 𝐴 𝑗

𝑀 (𝐴𝑖 , 𝐴𝑖 ) = ⊤
𝐴 𝑗 [𝑢 𝑗+1 . . . 𝑢𝑁 ]

𝐴𝑁

p

𝐴𝑖 [𝑢𝑖 · · ·𝑢𝑁 𝑧𝑒𝑢1 · · ·𝑢𝑁 ]

𝐴𝑖 [𝑢𝑖 · · ·𝑢𝑁 ]

𝐴[𝑢1 · · ·𝑢𝑁 ]

𝑤 p p p p

𝐴[𝑢1 · · ·𝑢𝑁 𝑧𝑒𝑢1 · · ·𝑢𝑁 ]

𝑤

Figure 1: The idea behind the skip rule is that if we have a derivation from some non-terminal𝐴 in which we pop 𝑁 consecutive
infixes 𝑢1 . . . 𝑢𝑁 mapping to the same idempotent 𝑒 = (𝐵,𝑋,𝑀,𝐴,𝑋 ), then along every branch we must have a node of the form
𝐴𝑖 [𝑢𝑖+1 · · ·𝑢𝑁 ] with𝑀 (𝐴𝑖 , 𝐴𝑖 ) = ⊤. This means that for any word mapping to 𝑒, there is a derivation from 𝐴𝑖 popping this word,
and with the resulting sentential form containing 𝐴𝑖 . The rest of the sentential form can be erased since we are interested in
the downward closure. This non-terminal can be used to “skip” the infix 𝑢𝑖+1 · · ·𝑢𝑁 𝑧𝑒𝑢1 · · ·𝑢𝑖 , which maps to 𝑒. Hence, we can
turn a derivation from 𝐴[𝑢1 · · ·𝑢𝑁 ] into one from 𝐴[𝑢1 · · ·𝑢𝑁 𝑧𝑒𝑢1 · · ·𝑢𝑁 ] by popping the right infix along every branch.

The relations J ,L,R,H are the equivalence relations induced

by those quasi-orders: for each X ∈ {J ,L,R,H} we define X =

≤X ∩≥X , as well as <X = ≤X \ ≥X . We do not include the monoid

M in the notation since it will always be clear from the context.

J -length and J -depth. The regular J -length 4
of M, denoted

JL(M), is defined as

JL(M) = sup{𝑘 ∈ N | ∃𝑒1 >J · · · >J 𝑒𝑘 ∈ Idem(M)}.

Definition 7.1. The regular J -depth (or just depth) of an element

𝑥 ∈ M is the maximal number 𝑑 such that there exist idempotents

𝑒1, . . . , 𝑒𝑑 ∈ Idem(M) such that 𝑒1 >J · · · >J 𝑒𝑑 >J 𝑥 .

We write depth(𝑥) for the regular J -depth of an element 𝑥 ∈ M.

We extend this notation to sequences of elements: Given a sequence

of elements 𝑢 ∈ M∗
, we write depth(𝑢) instead of depth(𝜓M (𝑢)).

Remark 7.1. Throughout this section, we will often use the observa-
tion that for all 𝑥,𝑦 ∈ M, depth(𝑥 · 𝑦) ≥ max(depth(𝑥), depth(𝑦)).
This is because of the definition of J , since 𝑥 · 𝑦≤J𝑥 and 𝑥 · 𝑦≤J𝑦.

Remark 7.2. Observe that in the case of the stack monoidM, we
have 𝑥 <J 1M for every 𝑥 ∈ M \ {1M}, because if 𝑦, 𝑧 ∈ M \ {1M},
then𝑦 ·𝑧 ≠ 1M. As a consequence, depth(1M) = 0, whereas depth(𝑥)
is in [1, JL(M)] for all 𝑥 ∈ M \ {1M}. The upper bound follows from
the definition of JL(M). Positivity of depth(𝑥) is due to 𝑥 <J 1M.

Summaries.We now define the main object of this section, sum-
maries. As mentioned above, they can be viewed as compressions of

stack words (with some information loss). Syntactically, these are

sequences of (sequences of (...)) sequences, where the nesting depth

depends on the depth of 𝜑 (𝑤), where 𝑤 is the stack word to be

compressed. These sequences contain letters from 𝐼 , but also a spe-

cial letter 𝑒+ for each idempotent 𝑒 ∈ Idem(M) \ {1M}. Intuitively,
𝑒+ represents a sequence of infixes that evaluate to 𝑒 .

Summaries will have a well-defined image under 𝜑 , and the

summary of 𝑤 ∈ 𝐼
∗
will agree with 𝑤 under 𝜑 . To this end, we

set 𝜑 (𝑒+) = 𝑒 for all such 𝑒 . We also extend 𝜑 to (𝐼∗)∗ by defining

4
Called regular D-length in [34]. For finite monoids, D = J, and we use J here

since it is more common. Furthermore, it is defined differently in [34], but a proof that

both definitions are equivalent can be found in the long version [35][Appendix B].

the image of a sequence of words 𝑧1 . . . 𝑧𝑛 ∈ (𝐼∗)∗ as the image

of their concatenation, and so on for sequences of (sequences of

(...)) sequences. To simplify notation, given a sequence of stack

symbols 𝑧 ∈ 𝐼∗, we also write depth(𝑧) instead of depth(𝜑 (𝑧)), and
we extend this notation to sequences of sequences of (sequences of

(...)) sequences naturally.

Formally, a 0-summary is just the empty word, and a (𝑑 + 1)-
summary is a sequence of (i) elements of 𝐼 ∪ {𝑒+ | 𝑒 ∈ Idem(M)}
and of (ii) 𝑑-summaries. As explained above, 𝜑 (𝜎) and depth(𝜎)
are well-defined for all summaries 𝜎 .

Definition 7.2. A 0-summary is simply the empty word 𝜀. Let

𝑑 ∈ [1, JL(M)].
• A 𝑑-atom is a word (𝑓 , 𝑋 )𝜎 with (𝑓 , 𝑋 ) ∈ 𝐼 and 𝜎 a 𝑑′-

summary for some 𝑑′ < 𝑑 , such that depth((𝑓 , 𝑋 )𝜎) = 𝑑 .
• A 𝑑-block is a sequence of the form 𝑢1 · · ·𝑢𝑁 𝑒+𝑣1 · · · 𝑣𝑁𝑤

where𝑢1, . . . , 𝑢𝑁 , 𝑣1, . . . , 𝑣𝑁 and𝑤 are sequences of𝑑-atoms

and 𝑒 ∈ Idem(M) \ {1M}, such that 𝜑 (𝑢𝑖 ) = 𝜑 (𝑣𝑖 ) = 𝑒 for
all 𝑖 and depth(𝑢1 · · ·𝑢𝑁 𝑒+𝑣1 · · · 𝑣𝑁𝑤) = 𝑑 .

• A 𝑑-summary is a sequence of the form 𝜎′𝑢𝐵1 . . . 𝐵𝑘 where

𝜎′ is a 𝑑′-summary for some 𝑑′ < 𝑑 , 𝑢 is a word of 𝑑-atoms,

and 𝐵1, . . . , 𝐵𝑘 are 𝑑-blocks with depth(𝜎′𝑢𝐵1 . . . 𝐵𝑘 ) = 𝑑 .
A summary is a 𝑑-summary for some 𝑑 . Observe that by definition,

a 𝑑-summary 𝜎 has depth(𝜎) = 𝑑 . The set of summaries is denoted

Summaries.

Intuition. Let us give some intuition on the definition of summaries.

Note that when processing a string from right to left, the depth of

the growing suffix increases monotonically (Remark 7.1). We read

the word from right to left since this is how our stacks are built.

Here, a 𝑑-atom represents a suffix-minimal sequence of depth 𝑑 : It

has depth 𝑑 , but when removing the left-most letter, the remainder

has lower depth. Hence, that remainder is given as a 𝑑′-summary

for some 𝑑′ < 𝑑 . A 𝑑-block can be thought of as a sequence of

atoms where some of them (which mapped to 𝑒 under 𝜑) were

(lossily) compressed into a single letter 𝑒+: This compression is

only allowed if the compressed part had been surrounded by |𝑁 |
sequences of 𝑑-atoms (on each side) that also map to 𝑒 , which are

still present in 𝑢1, . . . , 𝑢𝑁 , 𝑣1, . . . , 𝑣𝑁 . Finally, a 𝑑-summary consists
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Figure 2: A visual of how summaries are constructed. Say we are given a word 𝑧 of regular J -depth 𝑑 . We read it from right to
left. We cut it into 𝑑-atoms by iteratively taking the smallest suffix of regular J -depth 𝑑 . Its summary consists of its leftmost
letter and a 𝑑′-summary for its tail of depth 𝑑′ < 𝑑 . In parallel, we read the resulting sequence of atoms · · ·𝛼3𝛼2𝛼1 from right
to left. Every time we find an infix with a prefix made of 2N+1 infixes mapping to the same idempotent, we turn it into a
𝑑-block 𝑢1𝑢2𝑒+𝑣1𝑣2. Finally, whenever we have two blocks corresponding to an idempotent 𝑒 and such that the infix between
their middle parts also evaluates to 𝑒, we merge them into one 𝑑-block.

of𝑑-blocks 𝐵1, . . . , 𝐵𝑘 , some remaining𝑑-atoms (that did not permit

compression into 𝑑-blocks), and a lower-depth part represented by

a 𝑑′-summary.

Compressing stacks into summaries. Let us describe how a stack

𝑧 ∈ 𝐼
∗
is compressed into its (unique) summary. For a sequence

(i.e. word over a finite alphabet or a summary) of length ≥ 1, its

tail is obtained by removing its leftmost element. Given a word 𝑧

with depth(𝑧) = 𝑑 , we proceed in three stages, illustrated in Fig. 2.

Stage I: Splitting into 𝑑-atoms. First we split the word into suffix-

minimal infixes of depth 𝑑 , from right to left, and a residual prefix

of some depth 𝑑′ < 𝑑 . By suffix-minimality, the tail of each of these

depth-𝑑 infixes has depth < 𝑑 . We thus turn each of these depth-𝑑

infixes into a 𝑑-atom by computing recursively a summary for its

lower-depth tail. Afterwards, the residual prefix of depth 𝑑′ < 𝑑 is

recursively turned into a summary.

Stage II: Compression into blocks. Then, we look at the sequence

of 𝑑-atoms and their values in M. Going from right to left, we look

for sequences of 2|𝑁 | + 1 infixes 𝑢1 · · ·𝑢𝑁 𝑣0𝑣1 · · · 𝑣𝑁 all evaluating

to the same idempotent. Whenever we find such a pattern we turn

the current infix (i.e. the pattern with, possibly, a suffix 𝑤 ) into

a 𝑑-block by replacing the middle part 𝑣0 by 𝑒
+
. There may be a

remainder 𝑢 at the left end of the 𝑑-atom sequence with no such

pattern; we write it explicitly in the summary.

Stage III: Merging blocks. Finally, we look at the sequence of

resulting 𝑑-blocks. We go again from right to left, this time looking

for pairs of blocks corresponding to the same idempotent 𝑒 , and so

that the infix between their 𝑒+ markers also evaluates to 𝑒 . This lets

us merge them into a single block, obtained by abstracting their 𝑒+

markers and everything in between in a single 𝑒+.

Updating a summary. A key feature of summaries is that given

the summary 𝜎 of a stack 𝑧 ∈ 𝐼∗ and an additional letter 𝑥 ∈ 𝐼 , we
can compute the summary of 𝑥𝑧. This is needed when simulating

pushes. We now describe the relevant operation,

push(_ ▶ _) : 𝐼∗ × Summaries → Summaries.

Given a depth 𝑑 ∈ [0, JL(M)], an element (𝑓 , 𝑋 ) ∈ 𝐼 and an 𝑑-

summary 𝜎 , we define push((𝑓 , 𝑋 ) ▶ 𝜎) as follows. If 𝑑 = 0 then

𝜎 = 𝜀 and push((𝑓 , 𝑋 ) ▶ 𝜎) = (𝑓 , 𝑋 ). If 𝑑 > 0 then 𝜎 is of the form

𝜎′𝑢𝐵1 . . . 𝐵𝑘 .

(1) If depth((𝑓 , 𝑋 )𝜎) > 𝑑 then let 𝑑+ = depth((𝑓 , 𝑋 )𝜎). We set

push((𝑓 , 𝑋 ) ▶ 𝜎) as the 𝑑+-summary made of a single 𝑑+-atom
(𝑓 , 𝑋 )𝜎

(2) Otherwise depth((𝑓 , 𝑋 )𝜎) ≤ 𝑑 . In fact, since depth((𝑓 , 𝑋 )𝜎) is
at least depth(𝜎) = 𝑑 , we even know depth((𝑓 , 𝑋 )𝜎) = 𝑑 .
(a) If depth((𝑓 , 𝑋 )𝜎′) < 𝑑 then

push((𝑓 , 𝑋 ) ▶ 𝜎) = (push((𝑓 , 𝑋 ) ▶ 𝜎′))𝑢𝐵1 . . . 𝐵𝑘
(b) Otherwise, depth((𝑓 , 𝑋 )𝜎′) ≥ 𝑑 . Then we even know

depth((𝑓 , 𝑋 )𝜎′) = 𝑑 , because depth((𝑓 , 𝑋 )𝜎′) is at most

depth((𝑓 , 𝑋 )𝜎) ≤ 𝑑 . Hence, (𝑓 , 𝑋 )𝜎′ is a 𝑑-atom.

(i) If the sequence of 𝑑-atoms ((𝑓 , 𝑋 )𝜎′)𝑢 is of the form

𝑢1 . . . 𝑢𝑁 𝑣0𝑣1 . . . 𝑣𝑁𝑤 with 𝜑 (𝑣0) = 𝜑 (𝑢𝑖 ) = 𝜑 (𝑣𝑖 ) =
𝑒 for all 𝑖 ≥ 1, for some 𝑒 ∈ Idem(M), then define

the 𝑑-block 𝐵 = 𝑢1 . . . 𝑢𝑁 𝑒
+𝑣1 . . . 𝑣𝑁𝑤 (note that 𝑒+

replaces the middle infix 𝑣0).

(A) Suppose there is 𝑗 such that 𝐵 𝑗 is of the form

𝑢′
1
. . . 𝑢′𝑁 𝑒

+𝑣 ′
1
. . . 𝑣 ′𝑁𝑤

′

and the infix 𝑣1 . . . 𝑣𝑁𝑤𝐵1 . . . 𝐵 𝑗−1𝑢′1 . . . 𝑢
′
𝑁
also

evaluates to 𝑒 under 𝜑 . In this case, we merge
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everything up to 𝐵 𝑗 into a single block: We

define push((𝑓 , 𝑋 ) ▶ 𝜎) to be 𝐵′𝐵 𝑗𝐵 𝑗+1 . . . 𝐵𝑘 ,
with 𝐵′ = 𝑢1 . . . 𝑢𝑁 𝑒+𝑣 ′1 . . . 𝑣

′
𝑁
𝑤 ′

. When there

are multiple such 𝑗 , we pick the maximal one.

(B) Otherwise push((𝑓 , 𝑋 ) ▶ 𝜎) = 𝐵𝐵1 . . . 𝐵𝑘
(ii) Otherwise push((𝑓 , 𝑋 ) ▶ 𝜎) = 𝑢′𝐵1 . . . 𝐵𝑘 with𝑢′ =

((𝑓 , 𝑋 )𝜎′)𝑢

The definition is extended inductively to 𝐼
∗
by

push((𝑓 , 𝑋 )𝑧 ▶ 𝜎) = push((𝑓 , 𝑋 ) ▶ push(𝑧 ▶ 𝜎)) .

Intuitively, the push(_ ▶ _) operation simultaneously executes

stages I, II and III described above. Upon adding a new letter (𝑓 , 𝑋 ),
it checks whether it yields a new atom (Stage I). Case (1) happens

when a new atom is generated because the depth of the summary is

increased by adding (𝑓 , 𝑋 ), case (a) when no new atom is generated

at depth 𝑑 . In case (b), we have a new atom (𝑓 , 𝑋 )𝜎′. We thus have

to check whether this new atom yields a new block (Stage II). If it

does, we are in case (i), and we then have to apply Stage III, i.e., see

if we can merge this new block with another one. In case (A) we

can; in case (B) we cannot.

Popping from summaries.We also define the inverse relation:

for 𝑧 ∈ 𝐼∗ and 𝜎, 𝜎′ ∈ Summaries, we have 𝜎 ∈ pop(𝑧 ◀ 𝜎′) if and
only if 𝜎′ = push(𝑧 ▶ 𝜎). Note that push(_ ▶ _) is a function while
pop(_ ◀ _) is a relation. Intuitively, push(_ ▶ _) makes compres-

sions, by creating and merging blocks, thereby losing information.

Meanwhile, pop(_ ◀ _) may revert those compressions, and thus

requires non-determinism.

Bounding summaries. The size of a 𝑑-summary (resp. 𝑑-atom,

𝑑-block) is defined recursively as the sum of the sizes of its elements,

the size of a single letter being 1. Although summaries can have a

priori unbounded sizes, the ones we will use in our context-free

grammar will be of the form push(𝑧 ▶ 𝜀) for some 𝑧 ∈ 𝐼∗. For such
summaries, we can prove a size bound:

Lemma 7.3. For every 𝑧 ∈ 𝐼∗, the summary push(𝑧 ▶ 𝜀) is of size
at most exponential in |𝑁 |.

To prove this, we rely on two results of Jecker [34], recalled in

Appendix F.1:

• One guarantees that in a word of elements of exponential

length in JL(M) we can find large sequences of consecutive

infixes that all map to the same idempotent (Theorem F.3).

• Another bounds the regular J -length of a Boolean matrix

monoid by a polynomial in its dimension (Theorem F.4).

For Lemma 7.3, we show that when viewing when viewing 𝑑-

atoms and 𝑑′-summaries, for 𝑑′ < 𝑑 , as individual letters, the

size of a 𝑑-summary is bounded by an exponential in |𝑁 |. The
overall bound on summaries then results from the product of those

(polynomially many) exponential functions.

8 BUILDING THE CONTEXT-FREE GRAMMAR
Wenow construct a context-free grammarCG that over-approximates

L(G), but remains within its downward closure. It will thus satisfy

L(CG)↓ = L(G)↓ and enable us to compute an NFA for the latter.

Definition of the grammar. Essentially, CG is obtained from G
by replacing stack contents with their summaries.

We first restrict the set of summaries to those that can actually

result from a derivation of the indexed grammar. A summary 𝜎 is

feasible if 𝜎 = push(𝑧 ▶ 𝜀) for some feasible 𝑧 ∈ 𝐼∗. Note that this
implies 𝜑 (𝜎) ≠ 0M by Lemma 5.1. The non-terminals will be triples

(𝐴,𝑋, 𝜎) where (𝐴,𝑋 ) ∈ 𝑁 , and 𝜎 is a feasible summary. We call

such triples feasible. The set of feasible triples is denoted FT.
Define the following context-free grammar CG : Its set of non-

terminals is FT, with (𝑆,U, 𝜀) the initial one. The set of terminal

symbols is 𝑇 . The productions directly mimic the productions in

G, except that push and pop productions are simulated by the

push(_ ▶ _) and pop(_ ◀ _) relations on summaries:

• If (𝐴,𝑋 ) → 𝑤 ∈ 𝑃 then (𝐴,𝑋, 𝜎) → 𝑤 , for all feasible 𝜎 .

• If (𝐴,𝑋 ) → (𝐵,𝑋 ) (𝐶,𝑋 ) ∈ 𝑃 then

(𝐴,𝑋, 𝜎) → (𝐵,𝑋, 𝜎) (𝐶,𝑋, 𝜎), for all feasible 𝜎 .
• If (𝐴,𝑋 ) → (𝐵,𝑌 ) (𝑓 , 𝑋 ) ∈ 𝑃 then

(𝐴,𝑋, 𝜎) → (𝐵,𝑌, push((𝑓 , 𝑋 ) ▶ 𝜎)), for all summary 𝜎 so

that 𝜎 and push((𝑓 , 𝑋 ) ▶ 𝜎) are feasible.
• If (𝐴,𝑌 ) (𝑓 , 𝑋 ) → (𝐵,𝑋 ) ∈ 𝑃 then

(𝐴,𝑌, 𝜎) → (𝐵,𝑋, 𝜎′), whenever 𝜎, 𝜎′ are feasible and 𝜎′ ∈
pop((𝑓 , 𝑋 ) ◀ 𝜎).

Abusing terminology slightly, we call production rules of the third

and fourth type pushes and pops, respectively (even though they

are standard context-free productions).

Correctness of the construction. The key property of CG is that

it has the same downward closure as L(G).
Theorem 8.1. L(CG)↓ = L(G)↓.
One of the directions is quite easy: we can simply show that the

language of CG contains that of G. This is natural as CG is built as

an over-approximation of G. We can turn a derivation of G into

one of CG by replacing every stack content with its summary. The

formal proof is presented in Appendix G.1.

Proposition 8.2. L(G) ⊆ L(CG).

SimulatingCG with pumps and skips. For the inclusion L(CG)↓ ⊆
L(G)↓, we will show that every derivation in CG can be simulated

by pumps and skips:

Proposition 8.3. L(CG) ⊆ Lpump,skip (G).

Indeed, by Proposition 6.1, this implies that L(CG) ⊆ L(G)↓ and
thus L(CG)↓ ⊆ L(G)↓ = L(G)↓, establishing Theorem 8.1.

We shall prove Proposition 8.3 by simulating summaries by actual

stacks. Recall that in the summary push(𝑧 ▶ 𝜀) that compresses the

stack 𝑧, the letters 𝑒+ represent a sequence of 𝑒-words, where we

call𝑤 ∈ 𝐼∗ an 𝑒-word if 𝜑 (𝑤) = 𝑒 . The other letters in 𝜎 are taken

directly from 𝑧. Therefore, the unfolding reverses this: It replaces

𝑒+ by 𝑒-words and leaves the other letters unchanged.

Intuitively, our strategy for replacing 𝑒+ is as follows. We replace

𝑒+ by a sequence of all 𝑒-words that might be needed to sustain the

remainder of the derivation (specifically, all its pop operations). In

a particular branch of the derivation, those 𝑒-words that are not

needed can always be cleared using the skip rule. On the other hand,

the pump rule allows us to justify introducing all these 𝑒-words.
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Unfoldings. Instead of tailoring the stack 𝑧 simulating 𝜎 to a

specific derivation, we will construct a “canonical” stack word 𝑧 for

𝜎 that only depends on the number of pops in that derivation. We

will call this canonical stack word the “𝑝-unfolding” of 𝜎 , where 𝑝 is

the number of pops it is designed to sustain. This means, intuitively,

each 𝑒+ is replaced by a large enough concatenation of 𝑒-words so

that any sequence of 𝑝 pops can be executed.

Just to choose the order in which those 𝑒-words appear, we

impose some arbitrary total order (such as a length-lexicographical

ordering) on the set of summaries, which we denote ⊴.

Definition 8.4. Let 𝑝 ∈ N and 𝜎 be a 𝑑-summary. The 𝑝-unfolding
of 𝜎 , denoted unf𝑝 (𝜎) is defined inductively w.r.t.𝑑 and 𝑝 as follows.

For 𝑑 = 0, the 𝑝-unfolding of a 0-summary (i.e., 𝜀) is 𝜀.

• The 𝑝-unfolding of a 𝑑-atom (𝑓 , 𝑋 )𝜎′ is (𝑓 , 𝑋 )unf𝑝 (𝜎′).
• The 𝑝-unfolding of a sequence of 𝑑-atoms 𝛼1 · · ·𝛼𝑚 is de-

fined as unf𝑝 (𝛼1) · · · unf𝑝 (𝛼𝑚).
• The 𝑝-unfolding of a 𝑑-block 𝐵 = 𝑢1 . . . 𝑢𝑁 𝑒

+𝑣1 . . . 𝑣𝑁𝑤 is

𝑧𝑢𝑧𝑣 ((𝑓 , 𝑋 )unf𝑝−1 (𝜎1)) · · · ((𝑓 , 𝑋 )unf𝑝−1 (𝜎𝑟 ))𝑧𝑣unf𝑝 (𝑤),
where:

– (𝑓 , 𝑋 ) is the first symbol of 𝐵, that is, the stack symbol

such that the first 𝑑-atom of 𝑢1 is of the form (𝑓 , 𝑋 )𝜎′.
– 𝑧𝑢 = unf𝑝 (𝑢1 . . . 𝑢𝑁 ) and 𝑧𝑣 = unf𝑝 (𝑣1 . . . 𝑣𝑁 )
– if 𝑝 > 0, then (𝜎𝑖 )1≤𝑖≤𝑟 is the family of all feasi-

ble summaries 𝜎′ for which push((𝑓 , 𝑋 ) ▶ 𝜎′) equals
𝑢1 . . . 𝑢𝑁 𝑒

+𝑣1 . . . 𝑣𝑁 , ordered according to ⊴.
– if 𝑝 = 0, then 𝑟 = 0, i.e., the 𝑝-unfolding of 𝐵 is simply

𝑧𝑢𝑧𝑣unf𝑝 (𝑤).
• The 𝑝-unfolding of a 𝑑-summary 𝜎′𝑢𝐵1 . . . 𝐵𝑚 is defined as

unf𝑝 (𝜎′)unf𝑝 (𝑢)unf𝑝 (𝐵1) · · · unf𝑝 (𝐵𝑚).
Since the unfolding is obtained by replacing each 𝑒+ in a sum-

mary by a concatenation of words with image 𝑒 (and all other letters

are unchanged), the unfolding has the same image under 𝜑 as 𝜎 :

Remark 8.1. For every summary 𝜎 and every 𝑝 ∈ N, we have
𝜑 (unf𝑝 (𝜎)) = 𝜑 (𝜎).

Removing excess 𝑒-words. When choosing a stack word to simu-

late a given summary𝜎 , we pick the 𝑝-unfolding, where 𝑝 is the total

number of pops in the entire derivation. However, some branches

will apply less than 𝑝 pops. The following lemma is therefore cru-

cial: It allows us to get rid of excess 𝑒-words that are not needed on

less pop-heavy branches, while maintaining the invariant that we

have unfoldings on the stack:

Lemma 8.5. For each 𝜎 and 𝑝 ≥ 1: unf𝑝 (𝜎) *−→skip unf𝑝−1 (𝜎).
Note that it is not possible to simply skip 𝑒-words at will, since

that requires equality of some infixes in the stack. Nevertheless, un-

foldings are carefully constructed to allow Lemma 8.5. For example,

the fact that we always follow a uniform order ⊴ on summaries is

key. A full proof can be found in Appendix G.3.

Simulating pushes using unfoldings. Let us now show how

unfoldings are used to mimic derivations of CG in G, with pumps

and skips. First, note that all productions of CG that are not pushes

and pops have direct counterparts in G. Suppose we want to simu-

late a push, say a rule (𝐴,𝑋, 𝜎1) → (𝐵,𝑌, 𝜎2) of CG , induced by a

push rule (𝐴,𝑋 ) → (𝐵,𝑌 ) (𝑓 , 𝑋 ) in G. If (𝐴,𝑋, 𝜎1) is simulated by

(𝐴,𝑋 ) [unf𝑝 (𝜎1)], then we can use (𝐴,𝑋 ) → (𝐵,𝑌 ) (𝑓 , 𝑋 ) first in
G. But then the stack is (𝑓 , 𝑋 )unf𝑝 (𝜎1), rather than an unfolding

of 𝜎2. The following lemma tells us that, using pump and skip, we

can replace (𝑓 , 𝑋 )unf𝑝 (𝜎1) by unf𝑝 (𝜎2), which will then enable us

to continue the simulation.

Lemma 8.6. Let 𝑝 ∈ N, let (𝐴,𝑋, 𝜎1) → (𝐵,𝑌, 𝜎2) be a rule of CG
with 𝜎2 = push((𝑓 , 𝑋 ) ▶ 𝜎1). We have

(𝐵,𝑌 ) [(𝑓 , 𝑋 )unf𝑝 (𝜎1)] *=⇒pump, skip (𝐵,𝑌 ) [unf𝑝 (𝜎2)] .

This lemma is proved in Appendix G.4; in fact, only →pump and

→skip are needed.

Simulating pops using unfoldings. Pop steps are more difficult.

In a production (𝐴,𝑋, 𝜎1) → (𝐵,𝑌, 𝜎2) in CG induced by a pop

rule (𝐴,𝑋 ) (𝑓 , 𝑌 ) → (𝐵,𝑌 ), 𝜎2 is the summary of a word obtained

by removing the first letter of a word compressed by 𝜎1. This re-

moval might break a block centered around some 𝑒 ∈ Idem(M), in
𝜎1. This means, the symbol 𝑒+ is replaced by a concatenation of

summaries. However, 𝑝-unfoldings are designed so that unf𝑝 (𝜎1)
contains enough 𝑒-words for each 𝑒+ so that using skip rules, we

can remove a subset of them so that the resulting stack is precisely

(𝑓 , 𝑌 )unf𝑝−1 (𝜎2). This is shown in the following lemma:

Lemma 8.7. Let 𝑝 ≥ 1, let (𝐴,𝑋, 𝜎1) → (𝐵,𝑌, 𝜎2) a rule of CG
with 𝜎2 ∈ pop((𝑓 , 𝑌 ) ◀ 𝜎1). We have

(𝐴,𝑋 ) [unf𝑝 (𝜎1)] *−→skip (𝐴,𝑋 ) [(𝑓 , 𝑌 )unf𝑝−1 (𝜎2)] .

This is shown in Appendix G.5. Thus, to simulate this pop rule,

we can first invoke Lemma 8.7 and then apply (𝐴,𝑋 ) (𝑓 , 𝑌 ) →
(𝐵,𝑌 ).

Simulating the whole derivation.With Lemmas 8.6 and 8.7 in

hand, Proposition 8.3 is now easy to show. Indeed, it is straight-

forward to simulate an entire derivation of CG in G with pump

and skip rules: Simulating pushes and pops is as explained in Lem-

mas 8.6 and 8.7, and the other productions are immediate. The full

proof can be found in Appendix G.2.

We have thus completed Proposition 8.3 and hence Theorem 8.1.

Putting it all together. With Theorem 8.1, we are prepared to

prove Theorem 3.1. By Lemma 7.3, the size of a summary is bounded

by an exponential in the size of G. As a consequence, the size of
CG is at most doubly exponential in the size of G. Since for a given

context-free grammar, one can compute an exponential-sized NFA

for its language’s downward closure [12, Corollary 6], this yields a

tripy exponentially sized NFA for L(G)↓, as desired in Theorem 3.1.

9 LOWER BOUNDS
In this section, we prove the lower bounds in our main results.

NFA Lower bound: Overview.We begin with Theorem 3.2. The

overall goal is to have a unique complete derivation tree that is a

full binary tree of doubly exponential depth: clearly, such a tree

must have triply exponentially many leaves. Here, the challenge is

to ensure that the paths have doubly exponential length.

A standard construction can enforce singly exponentially long

paths: Use a height-𝑛 stack over the alphabet {0, 1}, and then count

up from 0𝑛 to 1𝑛 , resulting in 2
𝑛 − 1 steps. This works because
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when incrementing a binary expansion of the form 1𝑚0𝑤 (the least

significant digit being on the left), we must replace the prefix 1𝑚0

with 0𝑚1. Here, we store the number𝑚 ≤ 𝑛 in the non-terminal,

so as to restore the stack height 𝑛 when pushing 0𝑚1.
Doing the same for stack height 2

𝑛
is not so easy: To restore

a stack height of 2
𝑛
, we would need to remember (in the non-

terminal) a number𝑚 ≤ 2
𝑛
. In fact, enforcing a single run of length

2
2
𝑛
in a pushdown automaton of polynomial size is not possible:

A pushdown automaton that accepts any word must also accept a

word of at most exponential length.

Instead, we exploit the fact that an indexed grammar can simulate

a pushdown automaton with alternation: We implement binary

counting on a stack of height 2
𝑛
; in order to replace a prefix 1𝑚0

with 0𝑚1, we non-deterministically push some number of 0’s, but
then use alternation to ensure that the stack height is exactly 2

𝑛
.

Step I: Checking the stack via alternation. To this end, we

introduce syntactic sugar. We will use rules of the form

𝐴
A1,...,A𝑟−−−−−−−−→ 𝐵 , (1)

where A1, . . . ,A𝑟 are DFAs over the stack alphabet 𝐼 . The rule has

the same effect as 𝐴 → 𝐵, but it can only be applied to a term 𝐴[𝑧]
if for each 𝑖 = 1, . . . , 𝑟 , the stack 𝑧 has a prefix in L(A𝑖 ). Such rules

can be implemented with only polynomial overhead: Introduce

non-terminals 𝐶𝑖 , 𝐷𝑖 for each 𝑖 = 1, . . . , 𝑟 and also 𝐸𝑞 for each state

𝑞 in the DFAs A1, . . . ,A𝑟 (we assume the state sets are disjoint).

Then we can simulate (1) using 𝐴 → 𝐷1𝐶1, 𝐷𝑖 → 𝐷𝑖+1𝐶𝑖+1 for

𝑖 = 1, . . . , 𝑟 − 1, and 𝐷𝑟 → 𝐵, which split the term 𝐴[𝑧] into terms

𝐵 [𝑧] and 𝐶1 [𝑧], . . . ,𝐶𝑟 [𝑧]. We then run A𝑖 using rules 𝐶𝑖 → 𝐸𝑞𝑖 ,

where 𝑞𝑖 is the initial state of A𝑖 , for each 𝑖 . The non-terminals 𝐸𝑞
simulate the DFAs: for each transition (𝑝, 𝑓 , 𝑞), we have 𝐸𝑝 𝑓 → 𝐸𝑞 .

To check acceptance, we have 𝐸𝑞 → 𝜀 for each final state 𝑞.

Step II: Implementing a binary counter in DFAs.We want to

use rules (1) to check that the current stack height is 2
𝑛
, for which

we construct automata (A𝑖 )1≤𝑖≤𝑛 over some alphabet Σ𝑛 such that:

(i) Each A𝑖 has two states 0𝑖 and 1𝑖 , with 0𝑖 being initial and 1𝑖 the
only final state, (ii) |Σ𝑛 | = 𝑛, and (iii) the intersection

⋂𝑛
𝑖=1 L(A𝑖 )

contains a single word of length 2
𝑛
. The construction is simpler if

we do this for 2
𝑛 − 1 instead of 2

𝑛
, which suffices: We can introduce

a fresh letter # and build automata A′
𝑖
with L(A′

𝑖
) = L(A𝑖 )#.

The idea is simply to use Σ𝑛 = {inc1, . . . , inc𝑛}. Each letter is

an increment operation over an 𝑛-bit binary counter: inc𝑖 should
be read as “flip the 𝑖-th bit from 0 to 1 and all lower bits from 1

to 0”. Each automaton A𝑖 keeps track of the value of the 𝑖-th bit

throughout that sequence of instructions.

Formally, A𝑖 = ({0𝑖 , 1𝑖 }, Σ𝑛, 𝛿𝑖 , 0𝑖 , {1𝑖 }) where 𝛿𝑖 (0𝑖 , inc𝑗 ) is
defined as 1𝑖 if 𝑗 = 𝑖 , it is 0𝑖 if 𝑗 < 𝑖 , and it is undefined if 𝑗 > 𝑖 .

Meanwhile, 𝛿𝑖 (1𝑖 , inc𝑗 ) is 0𝑖 if 𝑗 > 𝑖 , it is 1𝑖 if 𝑗 < 𝑖 and it is

undefined if 𝑖 = 𝑗 . It is easy to check that there is a unique word

accepted by those automata, corresponding to the only correct

sequence of instructions to increment a 𝑛-bit binary counter from 0

to 2
𝑛 − 1, which enforces a single string of length 2

𝑛 − 1, as desired.

Step III: Constructing the indexed grammar. Let A1, . . . ,A𝑛

the DFAs over Σ𝑛 built above. Since they will check for exponential

stack height, but we also need to store the binary digits on the stack,

we modify them slightly. For each 𝑖 , the automaton B𝑖 will work

over the alphabet {⊥} ∪ (Σ𝑛 × {0, 1}) and accept exactly the words

of the form (𝛼1, 𝑏1) · · · (𝛼𝑚, 𝑏𝑚)⊥ where 𝛼1 · · ·𝛼𝑚 ∈ L(A𝑖 ). The
⊥ letter is used to mark the bottom of the stack.

Consider the following grammar: G𝑛 = (𝑁𝑛,𝑇 , 𝐼𝑛, 𝑃𝑛, 𝑆) with
𝑁𝑛 = {𝑆,𝐴, 𝐵, 𝐷, 𝐹, 𝑍 }, 𝑇 = {a}, 𝐼𝑛 = {⊥} ∪ (Σ𝑛 × {0, 1}), and 𝑃𝑛
contains the following rules:

𝑆 → 𝑍⊥ 𝐷 → 𝐴𝐴 𝐵 → 𝑍 (𝛼, 1)
𝑍 → 𝑍 (𝛼, 0) 𝐴(𝛼, 1) → 𝐴 𝐴⊥ → 𝐹

𝑍
B1,...,B𝑛−−−−−−−→ 𝐷 𝐴(𝛼, 0) → 𝐵 𝐹 → a

for each 𝛼 ∈ Σ𝑛 . The grammar works as follows. Initially, it places

⊥ on the stack and switches to 𝑍 . A non-terminal 𝑍 will then fill

the stack with 0’s, which are annotated by 𝛼 ∈ Σ𝑛 . After pushing

these, it verifies that the stack height is 2
𝑛
, by using 𝑍

B1,...,B𝑛−−−−−−−→ 𝐷 .

This 𝐷 splits into two 𝐴’s, where an increment is performed on the

number encoded on the stack: It removes the prefix of the form 1𝑚0
and switches to 𝐵. After this, it has to put back 0𝑚1: To this end, it

pushes a single 1 and then using 𝑍 pushes 0’s non-deterministically.

It then uses 𝑍
B1,...,B𝑛−−−−−−−→ 𝐷 to verify that the stack height is 2

𝑛
. All

this repeats until in each branch, all stack contents encode the

number 2
2
𝑛 −1. This means, all terms are of the form𝐴[𝑧⊥], where

𝑧 has length 2
𝑛
and all its digits are 1’s. Each such 𝐴[𝑧⊥] is then

rewritten to 𝐹 , and then to a. Since the terms are duplicated before

each increment (using 𝐷 → 𝐴𝐴), the final number of a letters is

exp
3
(𝑛), deriving aexp3 (𝑛) . Moreover, it is straightforward to check

that aexp3 (𝑛) is the only derivable word. Details are in Appendix H.1.

Computational hardness. The lower bounds for downward clo-

sure inclusion and equivalence now follow easily from Theorem 3.2

and results in [58]. In [58], the Δ(𝑓 ) property of language classes

is introduced. Roughly speaking, it requires simple closure prop-

erties and that for given 𝑛 ∈ N, one can construct in polynomial

time the language {a𝑓 (𝑛) }. Under additional mild assumptions, [58,

Theorem 15] shows that downward closure inclusion and equiva-

lence are coNTIME(𝑓 )-hard for Δ(𝑓 ) classes. Since all assumptions

besides a small grammar for {aexp3 (𝑛) } are easy to observe, we

may conclude that the indexed languages are Δ(exp
3
) and the two

problems are co-3-NEXP-hard. See Appendix H.2 for details.

DFA size. For Theorem 3.5, we adapt an idea from [12, Theorem

7], which shows a doubly exponential lower bound for downward

closure DFAs for CFL. It is not difficult to translate the grammar

G𝑛 for {aexp3 (𝑛) } into one for 𝐿𝑛 = {𝑢𝑣 | 𝑢, 𝑣 ∈ {0, 1}∗ | |𝑢 | =
|𝑣 | = exp

3
(𝑛), 𝑢 ≠ 𝑣}. It is easy to see that a DFA for 𝐿𝑛↓ requires

exp
4
(𝑛) states: For distinct 𝑢, 𝑣 ∈ {0, 1}∗ with |𝑢 | = |𝑣 |, the DFA

must accept 𝑢𝑣 and 𝑣𝑢, but reject 𝑢𝑢 and 𝑣𝑣 . It therefore must enter

distinct states after reading 𝑢 and 𝑣 . See Appendix H.3 for details.

10 CONCLUSION
We have established (asymptotically) tight bounds on the size of

an automaton for the downward closure of an indexed language.

We rely on an algebraic abstraction of stack contents to translate

indexed grammars into context-free ones while preserving the

downward closure.
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function defined where in [37] growth w.r.t. |𝑄 |
𝑓0 Lemma 14 on p. 329 constant

𝑓1 Theorem 22 on p. 331 exponential

𝑓2 Corollary 23 on p. 331 exponential

𝑓3 Theorem 25 on p. 332 triply exponential

𝑓4 Lemma 26 on p. 333 exponential

𝑓5 Corollary 27 on p. 333 exponential

𝑓6 Theorem 32 on p. 334 triply exponential

Table 1: Growth of functions in the paper [37]

A NORMALISING INDEXED GRAMMARS
When describing indexed grammars we sometimes use production

rules of the form not allowed by our definition of indexed grammar

(i) 𝐴𝑓 → 𝑢 with 𝑢 ∈ (𝑁 ∪𝑇 )∗ \ 𝑁
(ii) 𝐴 → 𝑢 with 𝑢 ∈ (𝑁 ∪𝑇 )∗ \ (𝑁 2 ∪𝑇 ∗).

We now formally define how these rules should be eliminated

to obtain an indexed grammar as in Definition 2.

We start by eliminating rules of the first type: we replace each

rule 𝐴𝑓 → 𝑢 with 𝑢 ∈ (𝑁 ∪ 𝑇 )∗ \ 𝑁 by two rules 𝐴𝑓 → 𝐴′
and

𝐴′ → 𝑢, with 𝐴′
a fresh non-terminal.

It remains to eliminate rules of the form 𝐴 → 𝑢 with 𝑢 ∈ (𝑁 ∪
𝑇 )∗ \ (𝑁 2 ∪𝑇 ∗). If 𝑢 = 𝐵 ∈ 𝑁 then replace the rule with 𝐴 → 𝐵𝐶

and 𝐶 → 𝜀 with 𝐶 a fresh non-terminal. Otherwise, decompose 𝑢

as 𝑢 = 𝑤0𝐴1𝑤1 . . . 𝐴𝑘𝑤𝑘 with𝐴1, . . . , 𝐴𝑘 ∈ 𝑁 and𝑤0, . . . ,𝑤𝑘 ∈ 𝑇 ∗
.

Introduce fresh non-terminals 𝐵1, · · · , 𝐵𝑘 ,𝐶1, . . . ,𝐶𝑘−1. We replace

𝐴 → 𝑢 with rules

• 𝐴 →𝑊0𝐵1,

• 𝑊𝑖 → 𝑤𝑖 for all 𝑖 ∈ {0, . . . , 𝑘},
• 𝐵𝑖 → 𝐴𝑖𝐶𝑖 for all 𝑖 ∈ {1, . . . , 𝑘 − 1},
• 𝐶𝑖 →𝑊𝑖𝐵𝑖+1 for all 𝑖 ∈ {1, . . . , 𝑘 − 1},
• 𝐵𝑘 → 𝐴𝑘𝑊𝑘

Note that

∑𝑘
𝑖=0 |𝑤𝑖 | ≤ |𝑢 | and 𝑘 ≤ |𝑢 |. Hence, each such rule

𝐴 → 𝑢 is replaced by a set of at most 3|𝑢 | + 1 rules, introducing

at most 2|𝑢 | − 1 non-terminals whose lengths sum up to at most

8|𝑢 | +6. As a consequence, each rule of the form𝐴𝑓 → 𝑢 is replaced

by a set of at most 3|𝑢 | + 2 rules whose lengths sum up to at most

8|𝑢 | + 8.

B ADDITIONAL MATERIAL FROM SECTION 3
The conclusion section (Section 7) of [37] claims that the pumping

threshold𝔓 (see Section 3 for the definition) grows at most doubly

exponentially. Here, we briefly explain the mistake in this claim.

The corresponding results are Theorems 25, 32, and 33 in [37].

Each of them provides a bound ℓ (in terms of the number of states,

the input alphabet, and a target configuration) such that in a (col-

lapsible) order-2 pushdown automaton, if there is an accepting path

of length ≥ ℓ , then there are infinitely many. These bounds are in

the form of functions 𝑓3 (for Thm. 25) and 𝑓6 (for Thms. 32 and 33).

However, both 𝑓3 and 𝑓6 grow at least triply exponentially in the

number of states of the pushdown system. To see this, we track the

functions 𝑓0, . . . , 𝑓6, which are defined across the paper, in Table 1.

C ADDITIONAL MATERIAL FROM SECTION 4
C.1 Proof of Lemma 4.3
In this subsection, we prove:

Lemma 4.3. For every 𝑓 ∈ 𝐼 , 𝑧 ∈ 𝐼∗, and 𝑋 ⊆ 𝑁 , we have 𝑓 𝑧 ·𝑋 =

𝑓 · (𝑧 · 𝑋 ). Moreover, 𝑧 · U = 𝑧 · ∅.

We will prove this in the two separate lemmas below.

Lemma C.1. For all 𝑓 ∈ 𝐼 , 𝑧 ∈ 𝐼∗ and 𝑋 ⊆ 𝑁 , we have

𝑓 𝑧 · 𝑋 = 𝑓 · (𝑧 · 𝑋 ) .

Proof. If 𝐴 ∈ 𝑓 · (𝑧 · 𝑋 ) then (by definition) 𝐴[𝑓 ] *=⇒𝑢, with

𝑢 ∈ (𝑧 · 𝑋 ∪ 𝑇 )∗. Let 𝑢 [𝑧] be the sentential form obtained by

replacing every non-terminal 𝐵 in 𝑢 with 𝐵 [𝑧] (i.e. pushing 𝑧 onto
every stack). Since all those non-terminals are in 𝑧 · 𝑋 , there exists
𝑣 ∈ (𝑋 ∪ 𝑇 )∗ such that 𝑢 [𝑧] *=⇒𝑣 , implying that 𝐴[𝑓 𝑧] *=⇒𝑣 and so

𝐴 ∈ 𝑓 𝑧 · 𝑋 .
To show the other inclusion, suppose that𝐴 ∈ 𝑓 𝑧 ·𝑋 and consider

a derivation tree from 𝐴[𝑓 𝑧] to some 𝑣 ∈ (𝑋 ∪ 𝑇 )∗. Along every

branch there is a first node with a label either in 𝑇 ∗
or of the form

𝐵 [𝑧]. In the latter case we have 𝐵 ∈ 𝑧 · 𝑋 (since the tree from this

node is a derivation tree from 𝐵 [𝑧] to an element of (𝑋 ∪𝑇 )∗). After
deleting everything below these nodes and removing the 𝑧 suffix

from the stack in each label, we obtain a derivation tree from 𝐴[𝑓 ]
to an element of (𝑧 · 𝑋 ∪𝑇 )∗, completing the proof. □

Since non-terminals in U derive terminal words, we have:

Lemma C.2. For all 𝑧 ∈ 𝐼∗, 𝑧 ·U = 𝑧 ·∅ = {𝐴 ∈ 𝑁 | L∅ (𝐴[𝑧]) ≠ ∅}.

Proof. Note that the second equality is simply the definition

of 𝑧 · ∅. We proceed by induction on 𝑧. For 𝑧 = ∅, the statement is

equivalent to the definition of U. Assuming the statement holds for

𝑧, then two applications of Lemma C.1 yield

𝑓 𝑧 · U = 𝑓 · (𝑧 · U) = 𝑓 · (𝑧 · ∅) = 𝑓 𝑧 · ∅,
completing the proof. □

C.2 Proof of Lemma 4.4
In this subsection, we prove:

Lemma 4.4. G and G have the same language, and G is productive.

We prove Lemma 4.4 below, after establishing a preliminary

result, which details the relation between derivations in G and G.
Define 𝜋 : 𝑁 𝐼

∗ ∪𝑇 → 𝑁𝐼∗ ∪𝑇 to be the function projecting each

(𝐴,𝑋 ) ∈ 𝑁 to 𝐴, each (𝑓 , 𝑋 ) ∈ 𝐼 to 𝑓 and each 𝑎 ∈ 𝑇 to itself. We

naturally extend it to a morphism from (𝑁 𝐼
∗ ∪𝑇 )∗ to (𝑁𝐼∗ ∪𝑇 )∗

Lemma C.3. Let (𝐴,𝑌 ) [𝑧] ∈ 𝑁 𝐼
∗
be the 𝑋 -based annotation of

𝐴[𝑧] ∈ 𝑁𝐼∗ for some 𝑋 ⊆ 𝑁 . If 𝑢 ∈ L𝑋 (𝐴[𝑧]), then there exists
𝑢 ∈ (𝑋 × {𝑋 } ∪𝑇 )∗ such that

𝜋 (𝑢) = 𝑢 and (𝐴,𝑌 ) [𝑧] *=⇒G𝑢.

In particular, if 𝑢 ∈ 𝑇 ∗ then 𝐴[𝑧] *=⇒G𝑢 implies that (𝐴,𝑌 ) [𝑧] *=⇒G𝑢
as well.

Proof. We proceed by induction on the length of the derivation

𝐴[𝑧] *=⇒G𝑢, and distinguish cases according to the production rule

used in the first step.

15



1741

1742

1743

1744

1745

1746

1747

1748

1749

1750

1751

1752

1753

1754

1755

1756

1757

1758

1759

1760

1761

1762

1763

1764

1765

1766

1767

1768

1769

1770

1771

1772

1773

1774

1775

1776

1777

1778

1779

1780

1781

1782

1783

1784

1785

1786

1787

1788

1789

1790

1791

1792

1793

1794

1795

1796

1797

1798

Conference acronym ’XX, June 03–05, 2018, Woodstock, NY Anon.

1799

1800

1801

1802

1803

1804

1805

1806

1807

1808

1809

1810

1811

1812

1813

1814

1815

1816

1817

1818

1819

1820

1821

1822

1823

1824

1825

1826

1827

1828

1829

1830

1831

1832

1833

1834

1835

1836

1837

1838

1839

1840

1841

1842

1843

1844

1845

1846

1847

1848

1849

1850

1851

1852

1853

1854

1855

1856

• If the rule is of the form 𝐴 → 𝑤 ∈ 𝑇 ∗
, then 𝑢 = 𝑤 and the

statement is immediate.

• If the rule is of the form 𝐴 → 𝐵𝐶 , then 𝑢 = 𝑢𝐵𝑢𝐶 where

𝐵 [𝑧] *=⇒G𝑢𝐵 and 𝐶 [𝑧] *=⇒G𝑢𝐶 . By our assumption, we have

𝑌 = 𝑧 · 𝑋 , and since 𝐴[𝑧], 𝐵 [𝑧] and 𝐶 [𝑧] can all produce a

word in (𝑋 ∪𝑇 )∗, we must have 𝐴, 𝐵,𝐶 ∈ 𝑌 (also, 𝐴 ∈ 𝑌 by

definition). Consequently, we may apply the corresponding

derivation in G: (𝐴,𝑌 ) [𝑧]⇒G (𝐵,𝑌 ) [𝑧] (𝐶,𝑌 ) [𝑧]. Note that
(𝐵,𝑌 ) [𝑧] and (𝐶,𝑌 ) [𝑧] are 𝑋 -based annotations of 𝐵 [𝑧]
and𝐶 [𝑧] respectively, so by the induction hypothesis there

are𝑢𝐵, 𝑢𝐶 ∈ (𝑋 ×{𝑋 }∪𝑇 )∗ such that 𝜋 (𝑢𝐵) = 𝑢𝐵 , 𝜋 (𝑢𝐶 ) =
𝑢𝐶 , (𝐵,𝑌 ) [𝑧] *=⇒G𝑢𝐵 and (𝐶,𝑌 ) [𝑧] *=⇒G𝑢𝐶 . Setting𝑢 = 𝑢𝐵𝑢𝐶 ,

we thus have 𝜋 (𝑢) = 𝑢 and (𝐴,𝑌 ) [𝑧] *=⇒G𝑢, as desired.

• If the rule is of the form 𝐴 → 𝐵𝑓 , then 𝐵 [𝑓 𝑧] *=⇒G𝑢. We

have 𝑌 = 𝑧 · 𝑋 , and 𝐴 ∈ 𝑌 by definition. Let 𝑌 ′ = 𝑓 · 𝑌 =

𝑓 𝑧 · 𝑋 . Since 𝐵 [𝑓 𝑧] can produce a word in (𝑋 ∪ 𝑇 )∗, it
must be the case that 𝐵 ∈ 𝑌 ′

. Hence, we have the cor-

responding derivation (𝐴,𝑌 ) [𝑧]⇒G (𝐵,𝑌 ′) [(𝑓 , 𝑌 )𝑧]. Note
that (𝐵,𝑌 ′) [(𝑓 , 𝑌 )𝑧] is an 𝑋 -based annotation of 𝐵 [𝑓 𝑧], so
from the induction hypothesis we obtain 𝑢 ∈ (𝑋 × {𝑋 } ∪
𝑇 )∗ such that 𝜋 (𝑢) = 𝑢 and (𝐵,𝑌 ′) [(𝑓 , 𝑌 )𝑧] *=⇒G𝑢. Hence,

(𝐴,𝑌 ) [𝑧] *=⇒G𝑢.
• If the rule is of the form 𝐴𝑓 → 𝐵, then we have 𝑧 =

𝑓 𝑧′ for some 𝑧′ such that 𝐵 [𝑧′] *=⇒G𝑢. Let 𝑧′ be such that

𝑧 = (𝑓 , 𝑋 ′)𝑧′. Since (𝐴,𝑌 ) [𝑧] is the 𝑋 -based annotation of

𝐴[𝑧], we must have 𝑋 ′ = 𝑧′ · 𝑋 , and since 𝐵 [𝑧′] derives a
word in (𝑋 ∪𝑇 )∗ it follows that 𝐵 ∈ 𝑋 ′

. Hence, there is a

corresponding derivation (𝐴,𝑌 ) [(𝑓 , 𝑋 ′)𝑧′]⇒G (𝐵,𝑋 ′) [𝑧′].
Since (𝐵,𝑋 ′) [𝑧′] is easily seen to be the 𝑋 -based annota-

tion of 𝐵 [𝑧′], the induction hypothesis yields a derivation

(𝐵,𝑋 ′) [𝑧′] *=⇒G𝑢 for some𝑢 ∈ (𝑋×{𝑋 }∪𝑇 )∗ with 𝜋 (𝑢) = 𝑢.
Hence, (𝐴,𝑌 ) [𝑧] *=⇒G𝑢 as desired.

This concludes the proof. □

Proof of Lemma 4.4. The inclusion L(G) ⊆ L(G) is obtained
as follows. For all𝑤 ∈ L(G), we have a derivation tree for G from

(𝑆,U) to 𝑤 . Since 𝜋 maps the rules in 𝑃 to rules in 𝑃 , it is easy

to check that the tree obtained by applying 𝜋 to each node is a

derivation tree from 𝑆 to𝑤 for G, implying that𝑤 ∈ L(G).
To obtain L(G) ⊆ L(G), suppose that𝑤 ∈ L(G). Then there is a

derivation 𝑆 *=⇒G𝑤 , and since (𝑆,U) is a U-based annotation of 𝑆 it

follows from Lemma C.3 that (𝑆,U) *=⇒G𝑤 , implying𝑤 ∈ L(G).
It remains to prove productiveness. We wish to show that every

𝑢 such that (𝑆,U)⇒G𝑢 is productive.

First observe that for all 𝑢 such that (𝑆,U)⇒G𝑢, every term

(𝐴,𝑋 ) [𝑧] of 𝑢 is a U-based annotation of some 𝐴[𝑧] ∈ 𝑁𝐼∗. This
follows from the definition ofG and an easy induction on the deriva-

tion. Then, it is enough to prove that every such term (𝐴,𝑋 ) [𝑧] is
productive, since a sentential form can produce a terminal word if

and only if all its terms can.

As (𝐴,𝑋 ) [𝑧] is a U-based annotation of some 𝐴[𝑧], we have

𝑋 = 𝑧 · U. Since 𝐴 ∈ 𝑋 by definition of 𝑁 , there is a derivation

from 𝐴[𝑧] to a word of 𝑇 ∗
. As a result, by Lemma C.3 there is a

derivation from (𝐴,𝑋 ) [𝑧] to a word in 𝑇 ∗
. □

D ADDITIONAL MATERIAL FROM SECTION 5
D.1 Proof of Lemma 5.1

Lemma 5.1. Let 𝑧 = (𝑓𝑛, 𝑋𝑛) · · · (𝑓1, 𝑋1) ∈ 𝐼
∗
be a stack content.

The following are equivalent:
(1) 𝑧 is feasible
(2) 𝜑 (𝑧) ≠ 0M
(3) for all 𝑖 > 1, 𝑋𝑖 = 𝑓𝑖 · 𝑋𝑖−1 and 𝛽 (𝑓𝑖−1) R𝑋𝑖

𝛼 (𝑓𝑖 ).

Proof. All three properties are clearly true for 𝑧 = 𝜀. We now

focus on non-empty stacks.

From the definitions of M and 𝜑 , one sees that property 3 is

necessary and sufficient to ensure that no product of two consecu-

tive infixes in 𝜑 (𝑧) = ∏𝑛
𝑖=1 𝜑 (𝑓𝑖 , 𝑋𝑖 ) is equal to 0M. It is also clear

from the definitions that

∏𝑛
𝑖=1 𝜑 (𝑓𝑖 , 𝑋𝑖 ) = 0M if and only if two

consecutive infixes multiply to equal 0M, so we immediately obtain

2 ⇔ 3.

We now show that 1 ⇒ 3. Let 𝑧 be feasible, so by definition we

have a derivation

(𝛼 (𝑓1), 𝑋1) *=⇒G𝑢 (𝛽 (𝑓𝑛), 𝑓𝑛 · 𝑋𝑛) [𝑧]𝑣 . (∗)

We proceed by induction on the derivation length. If (∗) has length
one, then itmust be of the form (𝛼 (𝑓1), 𝑋1)⇒G (𝛽 (𝑓1), 𝑓1·𝑋1) [(𝑓1, 𝑋1)],
whence 3 holds trivially. We now assume that the length is greater

than one, and that the first operation is of the form (𝛼 (𝑓1), 𝑋1) →
(𝐵,𝑋1) (𝐶,𝑋1). In this case, we may assume without loss of general-

ity that (𝐵,𝑋1) derives 𝑢′ (𝛽 (𝑓𝑛), 𝑓𝑛 · 𝑋𝑛) [𝑧]𝑣 ′ for some 𝑢′, 𝑣 ′ ∈ SF.
Since (𝑓1, 𝑋1)must eventually be pushed (and (𝛼 (𝑓1), 𝑋1) is the only
nonterminal which allows this), it follows that 𝐵 R𝑋1

𝛼 (𝑓1), and
that there is a derivation (𝛼 (𝑓1), 𝑋1) *=⇒G𝑢

′′ (𝛽 (𝑓𝑛), 𝑓𝑛 · 𝑋𝑛) [𝑧]𝑣 ′′
for some 𝑢′′, 𝑣 ′′ ∈ SF that is strictly shorter than (∗). Hence, 3 holds
by induction.

Now let us assume that the length of (∗) is greater than one, and

that the first operation is a push (the only remaining possibility).

The push operation must be of the form

(𝛼 (𝑓1), 𝑋1)⇒G (𝛽 (𝑓1), 𝑓1 · 𝑋1) [(𝑓1, 𝑋1)] .

If 𝑓1 ·𝑋1 ≠ 𝑋2, then it is easy to see that the right hand side cannot

derive any term which pushes (𝑓2, 𝑋2). Hence, we have
𝑋2 = 𝑓1 · 𝑋1 and 𝛽 (𝑓1) R𝑋2

𝛼 (𝑓2), (∗∗)

and there is a derivation (𝛼 (𝑓2), 𝑋2) [(𝑓1, 𝑋1)] *=⇒G𝑢
′ (𝛽 (𝑓𝑛), 𝑓𝑛 ·𝑋𝑛) [𝑧]𝑣 ′.

Letting 𝑧′ = (𝑓𝑛, 𝑋𝑛) · · · (𝑓2, 𝑋2), this implies that 𝑧′ is feasible with
a derivation

(𝛼 (𝑓2), 𝑋2) *=⇒G𝑢
′ (𝛽 (𝑓𝑛), 𝑓𝑛 · 𝑋𝑛) [𝑧′]𝑣 ′

that is strictly shorter than (∗). Hence, 𝑧′ satisfies 3 by induction,

and with (∗∗) we immediately obtain 3 for 𝑧.

Finally, we show that 3 ⇒ 1. Let us assume that 𝑧 satisfies 3.

Recall that we assumed that for all 𝑓 ∈ 𝐼 there is a rule pushing 𝑓 .
Then for 𝑖 = 1, . . . , 𝑛 − 1 we have

(𝛼 (𝑓𝑖 ), 𝑋𝑖 )⇒G (𝛽 (𝑓𝑖 ), 𝑋𝑖+1) [(𝑓𝑖 , 𝑋𝑖 )]
and

(𝛽 (𝑓𝑖 ), 𝑋𝑖+1) *=⇒G𝑢𝑖 (𝛼 (𝑓𝑖+1), 𝑋𝑖+1)𝑣𝑖
for some 𝑢𝑖 , 𝑣𝑖 ∈ SF, as well as

(𝛼 (𝑓𝑛), 𝑋𝑛)⇒G (𝛽 (𝑓𝑛), 𝑓𝑛 · 𝑋𝑛) [(𝑓𝑛, 𝑋𝑛)] .
16
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It is clear that we may combine these derivations to obtain

(𝛼 (𝑓1), 𝑋1) *=⇒G𝑢 (𝛽 (𝑓𝑛), 𝑓𝑛 · 𝑋𝑛) [𝑧]𝑣,

proving that 𝑧 is feasible. □

D.2 Proof of Lemma 5.2
Lemma 5.2. Let 𝑧 ∈ 𝐼+ a non-empty stack content, let 𝑋 ⊆ 𝑁

and let (𝐵,𝑌,𝑀,𝐴,𝑋 ) = 𝜑 (𝑧𝑋 ). Then for all 𝐶 ∈ 𝑋 and 𝐷 ∈ 𝑌 , the
following are equivalent:

• 𝐶 R𝑋 𝐴 and 𝐵 R𝑌 𝐷

• there exist 𝑢, 𝑣 ∈ SF such that (𝐶,𝑋 ) *=⇒G𝑢 (𝐷,𝑌 ) [𝑧
𝑋 ]𝑣 .

Proof. From the first condition, we have derivations

(𝐶,𝑋 ) *=⇒G𝑢𝐶 (𝐴,𝑋 )𝑣𝐶 and (𝐵,𝑋 ) *=⇒G𝑢𝐷 (𝐷,𝑋 )𝑣𝐷
for some 𝑢𝐶 , 𝑣𝐶 , 𝑢𝐷 , 𝑢𝐷 ∈ SF. Let 𝑧 = 𝑓𝑛 · · · 𝑓1. From the definition

of 𝜑 (and the fact that 𝜑 (𝑧𝑋 ) ≠ 0M) it follows easily that 𝐴 = 𝛼 (𝑓1),
𝐵 = 𝛽 (𝑓𝑛) and 𝑌 = 𝑧 · 𝑋 . Hence, Lemma 5.1 ensures that there is a

derivation

(𝐴,𝑋 ) *=⇒G𝑢
′ (𝐵,𝑌 ) [𝑧𝑋 ]𝑣 ′

for some 𝑢′, 𝑣 ′ ∈ SF, which we combine with the derivations above

to obtain

(𝐶,𝑋 ) *=⇒G𝑢 (𝐷,𝑌 ) [𝑧
𝑋 ]𝑣,

proving one direction.

For the other implication, suppose such a derivation exists. Even-

tually, (𝑓1, 𝑋 ) must be pushed onto an empty stack, and since

(𝐴,𝑋 ) is the only non-terminal which facilitates this operation,

it follows that 𝐶 R𝑋 𝐴. Similarly, the derivation must eventu-

ally push the topmost symbol in 𝑧𝑋 , and the only non-terminal

which can result from this operation is (𝐵,𝑌 ). This implies that

(𝐵,𝑌 ) [𝑧𝑋 ] *=⇒G𝑢 (𝐷,𝑌 ) [𝑧
𝑋 ]𝑣 , hence 𝐵 R𝑌 𝐷 , completing the proof.

□

D.3 Proof of Lemma 5.3
Lemma 5.3. Let 𝑧 ∈ 𝐼+ a non-empty stack content, let 𝑋 ⊆ 𝑁 and

let (𝐵,𝑌,𝑀,𝐴,𝑋 ) = 𝜑 (𝑧𝑋 ). The following are equivalent:
• 𝑀 (𝐷,𝐶) = ⊤
• 𝐶 ∈ 𝑋 , 𝐷 ∈ 𝑌 and there exist 𝑢, 𝑣 ∈ (𝑋 ∪𝑇 )∗ such that

𝐷 [𝑧] *=⇒G𝑢𝐶𝑣

• 𝐶 ∈ 𝑋 , 𝐷 ∈ 𝑌 and there exist 𝑢, 𝑣 ∈ SFG such that

(𝐷,𝑌 ) [𝑧𝑋 ] *=⇒G𝑢 (𝐶,𝑋 )𝑣 .

Proof. Equivalence of the second and third statements follows

easily from Lemma C.3. Hence, it suffices to prove equivalence of

the first and second statements. We proceed by induction on 𝑧. If

|𝑧 | = 1 then we have 𝑧𝑋 = (𝑓 , 𝑋 ) with 𝜑 (𝑓 , 𝑋 ) = (𝐵,𝑌,𝑀,𝐴,𝑋 ),
and the equivalence holds simply by definition.

If |𝑧 | > 1, then let𝑤 be such that 𝑧 = 𝑓 𝑤 . Let 𝑍 = 𝑤 · 𝑋 , so that

𝑧𝑋 = (𝑓 , 𝑍 )𝑤𝑋
, and let us write (𝐵𝑓 , 𝑌 ,𝑀𝑓 , 𝐴𝑓 , 𝑍 ) = 𝜑 (𝑓 , 𝑍 ) and

(𝐵𝑤 , 𝑍,𝑀𝑤 , 𝐴𝑤 , 𝑋 ) = 𝜑 (𝑤𝑋 ). Note that𝑀 = 𝑀𝑓𝑀𝑤 . We prove the

two directions separately.

⇒: Suppose𝑀 (𝐷,𝐶) = ⊤. Then there exists𝐸 such that𝑀𝑓 (𝐷, 𝐸) =
𝑀𝑤 (𝐸,𝐶) = ⊤. From the induction hypothesis applied to 𝑓 , it fol-

lows that 𝐷 ∈ 𝑌 , 𝐸 ∈ 𝑍 and there exist 𝑢1, 𝑣1 ∈ (𝑍 ∪ 𝑇 )∗ such

that 𝐷 [𝑓 ] *=⇒G𝑢1𝐸𝑣1. On the other hand, applying the induction

hypothesis to 𝑤 yields 𝐶 ∈ 𝑋 and 𝑢2, 𝑣2 ∈ (𝑋 ∪ 𝑇 )∗ such that

𝐸 [𝑤] *=⇒G𝑢2𝐶𝑣2.
Since 𝑍 = 𝑤 · 𝑋 and 𝑢1, 𝑣1 ∈ (𝑍 ∪ 𝑇 ), there must be 𝑢3, 𝑣3 ∈

(𝑋 ∪𝑇 )∗ such that 𝑢1 [𝑤] *=⇒G𝑢3 and 𝑣1 [𝑤] *=⇒G𝑣3. Combining the

facts above, we get

𝐷 [𝑧] *=⇒G𝑢1 [𝑤]𝐸 [𝑤]𝑣1 [𝑤] *=⇒G𝑢3𝐸 [𝑤]𝑣3 *=⇒G𝑢3𝑢2𝐶𝑣2𝑣3

as desired.

⇐: Suppose𝐷 ∈ 𝑌 ,𝐶 ∈ 𝑋 and there exist𝑢, 𝑣 ∈ (𝑋∪𝑇 )∗ such that
𝐷 [𝑧] *=⇒G𝑢𝐶𝑣 . Thenwemust have𝐷 [𝑓 ] *=⇒G𝑢1𝑈𝑣1,𝑈 [𝑤] *=⇒G𝑢2𝐶𝑣2,
𝑢1 [𝑤] *=⇒G𝑢3 and 𝑣1 [𝑤] *=⇒G𝑣3 for some 𝑈 ∈ 𝑁 and sentential

forms 𝑢1, 𝑢2, 𝑢3, 𝑣1, 𝑣2, 𝑣3 such that 𝑢 = 𝑢3𝑢2 and 𝑣 = 𝑣2𝑣3. As a

consequence, we have 𝑢2, 𝑢3, 𝑣2, 𝑣3 ∈ (𝑋 ∪ 𝑇 )∗. Since 𝑤 · 𝑋 = 𝑍 ,

we get that 𝑢1, 𝑣1 ∈ (𝑍 ∪ 𝑇 )∗, and since 𝐶 ∈ 𝑋 , the derivation

𝑈 [𝑤] *=⇒G𝑢2𝐶𝑣2 ∈ (𝑋 ∪𝑇 )∗ proves that 𝑈 ∈ 𝑤 · 𝑋 = 𝑍 . By the in-

duction hypothesis, we have𝑀𝑤 (𝐷,𝑈 ) = 𝑀𝑓 (𝑈 ,𝐶) = ⊤, implying

that𝑀 (𝐷,𝐶) = ⊤. □

E ADDITIONAL MATERIAL FROM SECTION 6
E.1 Proof of Proposition 6.1
We prove the following statement:

Proposition 6.1. Lpump,skip (G) ⊆ L(G)↓

The following two auxiliary lemmas are required. The first one

shows that we can eliminate pump rules, the second one that we

can eliminate skip rules.

Call a sentential form 𝑢 of G reachable if 𝑢 ∈ LSF ((𝑆,U)). Call a
term (𝐵,𝑋 ) [𝑧] reachable if it appears in a derivation from (𝑆,U).

Lemma E.1. Let 𝑒 = (𝐵,𝑋,𝑀,𝐴,𝑋 ) ∈ Idem(M) \ {0M, 1M}, let
(𝐵,𝑋 ) [𝑧] be a reachable term of G and let 𝑧𝑒 ∈ 𝐼

∗
be such that

𝜑 (𝑧𝑒 ) = 𝑒 . Then
L∅ ((𝐵,𝑋 ) [𝑧𝑒𝑧]) ⊆ L∅ ((𝐵,𝑋 ) [𝑧])↓.

Proof. Let𝑤 ∈ L∅ ((𝐵,𝑋 ) [𝑧𝑒𝑧]), so there is a derivation

(𝐵,𝑋 ) [𝑧𝑒𝑧] *=⇒G𝑤.

Since 𝜑 (𝑧𝑒 ) = 𝑒 ≠ 0M, by Lemma 5.1, 𝑧𝑒 is feasible, so there is

a derivation (𝐴,𝑋 ) *=⇒G𝑢 (𝐵,𝑋 ) [𝑧𝑒 ]𝑣 with 𝑢, 𝑣 ∈ SF. Furthermore,

since 𝑒 is idempotent, by definition of the product in M we have

𝐵 R𝑋 𝐴, i.e., there is a derivation (𝐵,𝑋 ) *=⇒G𝑢
′ (𝐴,𝑋 )𝑣 ′. In total, we

obtain

(𝐵,𝑋 ) [𝑧] *=⇒G𝑢
′ (𝐴,𝑋 ) [𝑧]𝑣 ′ *=⇒G𝑢

′𝑢 (𝐵,𝑋 ) [𝑧𝑒𝑧]𝑣𝑣 ′ *=⇒G𝑢
′𝑢𝑤𝑣𝑣 ′ .

Moreover, since G is productive and (𝐵,𝑋 ) [𝑧] is a reachable

term of G, it follows that 𝑢′𝑢𝑤𝑣𝑣 ′ is reachable as well, and can thus

derive a terminal word 𝑤 ′
. Since 𝑤 ′

necessarily contains 𝑤 as a

subword, the proof is complete. □

Lemma E.2. Let (𝐴,𝑌 ) [𝑧′𝑢1 . . . 𝑢𝑁 𝑧𝑒𝑢1 . . . 𝑢𝑁 𝑧] be a reachable
term of G, and let 𝑒 = (𝐵,𝑋,𝑀,𝐴,𝑋 ) ∈ Idem(M) be such that
𝜑 (𝑢1) = · · · = 𝜑 (𝑢𝑁 ) = 𝜑 (𝑧𝑒 ) = 𝑒 . Then
L∅ ((𝐴,𝑌 ) [𝑧′𝑢1 . . . 𝑢𝑁 𝑧]) ⊆ L∅ ((𝐴,𝑌 ) [𝑧′𝑢1 . . . 𝑢𝑁 𝑧𝑒𝑢1 . . . 𝑢𝑁 𝑧])↓.

Proof. Let𝑤 ∈ L∅ ((𝐴,𝑌 ) [𝑧′𝑢1 . . . 𝑢𝑁 𝑧]), and let 𝜏 be a deriva-

tion tree for (𝐴,𝑌 ) [𝑧′𝑢1 . . . 𝑢𝑁 𝑧] *=⇒G𝑤 .

Consider the set of nodes 𝜈 such that either
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(1) 𝜈 is a leaf with a label in 𝑇 ∗
and 𝑧 is a suffix of the stack

content of each of its ancestors, or

(2) 𝜈 is labeled (𝐶,𝑋 ) [𝑢𝑖+1 . . . 𝑢𝑁 𝑧] for some 𝑖 ∈ {0, . . . , |𝑁 |}
(where𝑢𝑁+1 is the empty string) and𝑢𝑖+1 . . . 𝑢𝑁 𝑧 is a suffix

of the stack content of each of its ancestors.

A node of the second type which also satisfies𝑀 (𝐶,𝐶) = ⊤ is called

a special node.

Claim. Every branch of 𝜏 contains either a node of the first type or
a special node.

Proof of the claim: Consider a branch of 𝜏 . If the leaf of this branch is

not of the first type, then the prefix 𝑧′𝑢1 . . . 𝑢𝑁 must be fully popped.

Clearly there must be distinct nodes 𝜈0, . . . , 𝜈𝑁 of the second type

along this branch, where 𝜈𝑖 is labeled (𝐴𝑖 , 𝑋𝑖 ) [𝑢𝑖+1 . . . 𝑢𝑁 𝑧] for
some𝐴𝑖 ∈ 𝑁 , and each of its ancestors has a stack content with suf-

fix 𝑢𝑖+1 . . . 𝑢𝑁 𝑧. Consequently, for 𝑖 = 0, . . . , |𝑁 | − 1 we can define

the derivation tree obtained by restricting 𝜏 to 𝜈𝑖 and its descen-

dants, and then removing all nodes (and their descendants) where

𝑢𝑖+1 . . . 𝑢𝑁 𝑧 is not a suffix of the stack, as well as all descendants

of 𝜈𝑖+1. By construction, 𝜈𝑖+1 is a leaf of the resulting tree, and so

we obtain a derivation

(𝐴𝑖 , 𝑋𝑖 ) [𝑢𝑖 . . . 𝑢𝑁 𝑧] *=⇒G𝑤𝑖 (𝐴𝑖+1, 𝑋𝑖+1) [𝑢𝑖+1 . . . 𝑢𝑁 𝑧]𝑤 ′
𝑖

with 𝑤𝑖 ,𝑤
′
𝑖
∈ SF. Since 𝜑 (𝑢𝑖 ) = 𝑒 , we must have 𝑋𝑖 = 𝑋𝑖+1 = 𝑋

and𝑀 (𝐴𝑖 , 𝐴𝑖+1) = ⊤. Thus, it follows from Lemma 6.2 that there is

some 𝑖 such that𝑀 (𝐴𝑖 , 𝐴𝑖 ) = ⊤, so 𝜈𝑖 is a special node. ■
Let𝜈 be a special node, labeled (𝐶,𝑋 ) [𝑢𝑖+1 . . . 𝑢𝑁 𝑧] with𝑀 (𝐶,𝐶) =

⊤. Since 𝜑 (𝑢1) = · · · = 𝜑 (𝑢𝑁 ) = 𝜑 (𝑧𝑒 ) = 𝑒 , it follows that

𝜑 (𝑢𝑖+1 . . . 𝑢𝑁 𝑧𝑒𝑢1 . . . 𝑢𝑖 ) = 𝑒 . As a consequence, since𝑀 (𝐶,𝐶) = ⊤,
we have a derivation (𝐶,𝑋 ) [𝑢𝑖+1 . . . 𝑢𝑁 𝑧𝑒𝑢1 . . . 𝑢𝑖 ] *=⇒G𝑤− (𝐶,𝑋 )𝑤+
with𝑤−,𝑤+ ∈ SF (see Lemma 5.3).

For the following construction we refer to Figure 1 for a visual

presentation.

Consider the set 𝑉 of minimal nodes (for the ancestor relation)

which are either of the first type or special. Notice that 𝑉 inter-

sects every branch exactly once: at most once by the minimality

requirement, at least once by the claim above. We can thus define

the subtree whose root is the same as 𝜏 and whose leaves are 𝑉 .

By construction, every node in this tree is labeled with either a

terminal word or a term whose stack has 𝑧 as a suffix. Define 𝜏 ′

the tree obtained by replacing each suffix 𝑧 with 𝑧𝑒𝑢1 . . . 𝑢𝑁 𝑧, and

notice that the resulting tree 𝜏 ′ is still a valid derivation tree.

For each leaf 𝜈 of 𝜏 ′ that was a special node of 𝜏 , with a la-

bel (𝐶,𝑋 ) [𝑢𝑖+1 . . . 𝑢𝑁 𝑧𝑒𝑢1 . . . 𝑢𝑁 𝑧] in 𝜏 ′ for some (𝐶,𝑋 ) and 𝑖 , we
append a derivation tree 𝜏𝜈 for

(𝐶,𝑋 ) [𝑢𝑖+1 . . . 𝑢𝑁 𝑧𝑒𝑢1 . . . 𝑢𝑁 𝑧] *=⇒G𝑤− (𝐶,𝑋 ) [𝑢𝑖+1 . . . 𝑢𝑁 𝑧]𝑤+,

where 𝑤−,𝑤+ ∈ SF. Now take the subtree of 𝜏 rooted at 𝜈 , and

append it at the leaf of 𝜏𝜈 labeled with (𝐶,𝑋 ) [𝑢𝑖+1 . . . 𝑢𝑁 𝑧].
The result is a derivation tree from (𝐴,𝑌 ) [𝑧′𝑢1 . . . 𝑢𝑁 𝑧𝑒𝑢1 . . . 𝑢𝑁 𝑧]

to a sentential form𝑤 of which𝑤 is a subword. Since G is produc-

tive and (𝐴,𝑌 ) [𝑧′𝑢1 . . . 𝑢𝑁 𝑧𝑒𝑢1 . . . 𝑢𝑁 𝑧] is a reachable term, there

is a word 𝑤 ′ ∈ 𝑇 ∗
such that 𝑤 *=⇒G𝑤

′
, and since 𝑤 ⪯ 𝑤 we have

𝑤 ⪯𝑤 ′
, completing the proof. □

Proof of Proposition 6.1. We show the stronger statement

that for all reachable sentential form 𝑢 in G, for all terminal word

𝑤 ∈ 𝑇 ∗
such that 𝑢 *=⇒pump, skip, G𝑤 , there exists 𝑤

′ ∈ 𝑇 ∗
such that

𝑢 *=⇒G𝑤
′
and𝑤 ⪯𝑤 ′

. The result then follows by taking 𝑢 = (𝑆,U).
We proceed by induction on the derivation 𝑢 *=⇒pump, skip, G𝑤 , dis-

tinguishing cases according to the first step. Note that the base case,

where 𝑢 = 𝑤 , is trivial.

• If the first step is a production rule in G, say 𝑢⇒G𝑢
′
, then

𝑢′ *=⇒pump, skip, G𝑤 with a shorter derivation. By the induction

hypothesis,𝑢′ *=⇒G𝑤
′ ∈ 𝑇 ∗

with𝑤⪯𝑤 ′
, hence𝑢⇒G𝑢

′
*=⇒G𝑤

′
.

• If the first step is a pump rule, say

𝑢 = 𝑢− (𝐵,𝑋 ) [𝑧]𝑢+→pump𝑢− (𝐵,𝑋 ) [𝑧𝑒𝑧]𝑢+ = 𝑢′,

with 𝜑 (𝑧𝑒 ) = 𝑒 for some idempotent 𝑒 = (𝐵,𝑋,𝑀,𝐴,𝑋 ).
then 𝑢′ *=⇒pump, skip, G𝑤 , and the induction hypothesis im-

plies that 𝑢′⇒G𝑤
′ ∈ 𝑇 ∗

with 𝑤 ⪯ 𝑤 ′
. Let us write 𝑤 ′ =

𝑤−𝑤𝐵𝑤+, where
– 𝑢− *=⇒G𝑤− ,
– 𝑢+ *=⇒G𝑤+, and
– (𝐵,𝑋 ) [𝑧𝑒𝑧] *=⇒G𝑤𝐵 .

By Lemma E.1 we have that 𝑢 *=⇒G𝑤−𝑤 ′
𝐵
𝑤+ with𝑤𝐵 ⪯𝑤 ′

𝐵
.

The desired result follows, since𝑤 ⪯𝑤 ′ ⪯𝑤−𝑤 ′
𝐵
𝑤+.

• If the first step is a skip rule, say

𝑢 = 𝑢− (𝐴,𝑋 ) [𝑧′𝑢1 . . . 𝑢𝑁 𝑧𝑒𝑢1 . . . 𝑢𝑁 𝑧]𝑢+
→skip𝑢− (𝐴,𝑋 ) [𝑧′𝑢1 . . . 𝑢𝑁 𝑧]𝑢+ = 𝑢′,

then 𝑢′ *=⇒pump, skip, G𝑤 , and by the induction hypothesis

𝑢′⇒G𝑤
′ ∈ 𝑇 ∗

with 𝑤 ⪯ 𝑤 ′
. Let us write 𝑤 ′ = 𝑤−𝑤𝐴𝑤+

where

– 𝑢− *=⇒G𝑤− ,
– 𝑢+ *=⇒G𝑤+, and
– (𝐴,𝑋 ) [𝑧′𝑢1 . . . 𝑢𝑁 𝑧] *=⇒G𝑤𝐴 .

Then by Lemma E.2 we obtain

(𝐴,𝑋 ) [𝑧′𝑢1 . . . 𝑢𝑁 𝑧𝑒𝑢1 . . . 𝑢𝑁 𝑧] *=⇒G𝑤
′
𝐴

with 𝑤𝐴 ⪯ 𝑤 ′
𝐴
. We thus have 𝑢 *=⇒G𝑤−𝑤 ′

𝐴
𝑤+, and since

𝑤 ⪯ 𝑤 ′ ⪯ 𝑤−𝑤 ′
𝐴
𝑤+, the result follows and the proof is

complete.

□

F ADDITIONAL MATERIAL FROM SECTION 7
F.1 Proof of Lemma 7.3
In this section we prove the following statement.

Lemma 7.3. For every 𝑧 ∈ 𝐼∗, the summary push(𝑧 ▶ 𝜀) is of size
at most exponential in |𝑁 |.

Its proof is very similar to the one of Theorem 26 in [27]. We

start by recalling some classical facts on Green relations. For a more

in-depth introduction to those, see for instance [45], or [22].

Lemma F.1. In a finite monoid M, every H -class contains at most
one idempotent.

Lemma F.2. In a finite monoid M, for all 𝑥,𝑦 ∈ M, if 𝑥J𝑦 and
𝑥≤L𝑦 (resp. 𝑥≤R𝑦) then 𝑥L𝑦 (resp. 𝑥R𝑦).
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Define the Ramsey function ofM as follows: for all 𝑘 ∈ N, RM (𝑘)
is the minimal 𝑛 such that for every word of length 𝑛 there exists

𝑒 ∈ Idem(M) and 𝑢1, . . . , 𝑢𝑘 ∈ M+
such that the word contains an

infix 𝑢1 · · ·𝑢𝑘 with𝜓M (𝑢𝑖 ) = 𝑒 for all 𝑖 .

Theorem F.3 ([34], Theorem 1). For all finite monoidM, for all
𝑘 ∈ N,

RM (𝑘) ≤ (𝑘 |M|4)JL(M) .

Theorem F.4 ([34], Theorem 2). The regular J -length of B𝑁×𝑁

is JL(B𝑁×𝑁 ) = 𝑁 2+𝑁+2
2

.

Theorem F.5. JL(M) ≤ (𝑁 2+𝑁+2)
2

+ 2.

Proof. Let us start by using another definition of the regular

J -length. By [35, Appendix B], the regular J -length ofM is the

largest𝑚 such that there is an injective homomorphism from the

max monoid ({1, . . . ,𝑚},max,𝑚) toM.

Let𝑚 ∈ N, let 𝜃 : {1, . . . ,𝑚} → M be such a homomorphism.

We must show that𝑚 ≤ (𝑁 2+𝑁+2)
2

+ 2.

If 0M is in the image of 𝜃 then 𝜃 (𝑚) = 0M. If 1M is in the image

of 𝜃 then 𝜃 (1) = 1M. Since all 𝑖 in {2, . . . ,𝑚 − 1} are idempotents,

the image of each 𝑖 by 𝜃 must also be an idempotent. As a result, we

can set 𝜃 (𝑖) = (𝐵𝑖 , 𝑋𝑖 , 𝑀𝑖 , 𝐴𝑖 , 𝑋𝑖 ) for all 1 < 𝑖 < 𝑚, with𝑀2

𝑖
= 𝑀𝑖 .

Furthermore, for all 1 < 𝑖 < 𝑗 < 𝑚, since max(𝑖, 𝑗) = 𝑗 , we must

have

(𝐵 𝑗 , 𝑌𝑗 , 𝑀𝑗 , 𝐴 𝑗 , 𝑋 𝑗 ) · (𝐵𝑖 , 𝑋𝑖 , 𝑀𝑖 , 𝐴𝑖 , 𝑋𝑖 )
=(𝐵𝑖 , 𝑋𝑖 , 𝑀𝑖 , 𝐴𝑖 , 𝑋𝑖 ) · (𝐵 𝑗 , 𝑌𝑗 , 𝑀𝑗 , 𝐴 𝑗 , 𝑋 𝑗 )
=(𝐵 𝑗 , 𝑋 𝑗 , 𝑀𝑗 , 𝐴 𝑗 , 𝑋 𝑗 )

We infer that 𝑋 𝑗 = 𝑋𝑖 , 𝐵 𝑗 = 𝐵𝑖 and 𝐴 𝑗 = 𝐴𝑖 for all 𝑖 < 𝑗 . Since 𝜃 is

injective,𝑀2, . . . , 𝑀𝑚−1 must be distinct.

Define the function 𝜃 ′ : {1, . . . ,𝑚 − 2} mapping each 𝑖 to𝑀′
𝑖+1.

It suffices to observe that 𝜃𝑝 is an injective homomorphism from

the max monoid of size 𝑚 − 2 to B𝑁×𝑁
. As a consequence, we

have𝑚 − 2 ≤ JL(B𝑁×𝑁 ). By Theorem F.4, we have JL(B𝑁×𝑁 ) ≤
𝑁 2+𝑁+2

2
. As a result,𝑚 ≤ (𝑁 2+𝑁+2)

2
+ 2. □

Observe that the size of M is bounded by 𝑁 2
2
𝑁 2+2𝑁

. Define

𝐾 = ((2𝑁 + 1)𝑁 8
2
4𝑁 2+8𝑁 )

(𝑁 2+𝑁 +2)
2

+2
. By combining the results

above, we obtain the following corollary.

Corollary F.6. Let 𝑧 ∈ M∗ with |𝑧 | ≥ 𝐾 , there exist𝑢1, . . . , 𝑢𝑁 ∈
M∗ and 𝑣0, . . . , 𝑣𝑁 ∈ M∗ and 𝑒 ∈ Idem(M) such that

• 𝑢1 . . . 𝑢𝑁 𝑣0 . . . 𝑣𝑁 is an infix of 𝑧
• 𝜑 (𝑢1) = · · · = 𝜑 (𝑢𝑁 ) = 𝜑 (𝑣0) = · · · = 𝜑 (𝑣𝑁 ) = 𝑒

In what follows we distinguish the size of a 𝑑-summary/𝑑-block

from its length, which is simply its length as a word of 𝑑-atoms, 𝑒+

letters and 𝑑′-summaries for various 𝑑′ < 𝑑 .

Lemma F.7. For all 𝑧 ∈ 𝐼
∗
, push(𝑧 ▶ 𝜀) = 𝜎′𝑢𝐵1 . . . 𝐵𝑘 is such

that 𝑢 has length at most 𝐾 and all 𝐵 𝑗 at most 2𝐾 .

Proof. We first show it for 𝑢. If push(𝑧 ▶ 𝜀) = 𝜎′𝑢𝐵1 . . . 𝐵𝑘
then 𝑢 cannot have an infix of the form 𝑢1 . . . 𝑢𝑁 𝑣0 . . . 𝑣𝑁 with

𝜑 (𝑢𝑖 ) = 𝜑 (𝑣𝑖 ) = 𝜑 (𝑣0) = 𝑒 for all 𝑖 , for any 𝑒 ∈ Idem(M). This is
because when such a pattern appears 𝑢 is turned into a 𝑑-block. As

a consequence, by Corollary F.6, 𝑢 has length at most 𝐾 − 1.

For the blocks, we show that in a block 𝑢1 · · ·𝑢𝑁 𝑒+𝑣1 · · · 𝑣𝑁𝑤
appearing in push(𝑧 ▶ 𝜀), the lengths of𝑢1 . . . 𝑢𝑁 𝑒+ and 𝑣1 . . . 𝑣𝑁𝑤

are always at most 𝐾 . We show this by induction on |𝑧 |. For 𝑧 = 𝜀
this is trivial. Now suppose |𝑧 | > 0, let (𝑓 , 𝑋 )𝑧′ = 𝑧. By induction

hypothesis push(𝑧′ ▶ 𝜀) has the property.
Let 𝜎′′𝑢′𝐵′

1
. . . 𝐵′𝑚 = push(𝑧′ ▶ 𝜀) We show the property on

push(𝑧 ▶ 𝜀) (which is equal to push((𝑓 , 𝑋 ) ▶ push(𝑧′ ▶ 𝜀)) by def-
inition) by following the cases of the definition of push(_ ▶ _).

In cases (1), (a) and (ii) blocks remain the same, thus the property

still holds. In case (i), we define a new block𝐵 = 𝑢1 · · ·𝑢𝑁 𝑒+𝑣1 · · · 𝑣𝑁𝑤
by concatenating (𝑓 , 𝑋 ) with𝑢′. Since we showed that𝑢′ has length
at most 𝐾 − 1, 𝐵 has length at most 𝐾 , hence so do 𝑢1 · · ·𝑢𝑁 𝑒+ and

𝑣1 · · · 𝑣𝑁𝑤 . In case (B), we obtain the property immediately. In

case (A), we form a new block𝑢1 · · ·𝑢𝑁 𝑒+𝑣 ′1 · · · 𝑣
′
𝑁
𝑤 ′

by merging 𝐵

with one of the 𝐵′
𝑗
= 𝑢′

1
· · ·𝑢′

𝑁
𝑒+𝑣 ′

1
· · · 𝑣 ′

𝑁
𝑤 ′

. Since 𝑢1 · · ·𝑢𝑁 𝑒+ and

𝑣 ′
1
· · · 𝑣 ′

𝑁
𝑤 ′

both have length at most 𝐾 , the property is maintained.

□

Lemma F.8. For all 𝑧 ∈ 𝐼∗, push(𝑧 ▶ 𝜀) has at most |M|4JL(M)+1

blocks.

Proof. Let 𝜎 = 𝜎′𝑢𝐵1 . . . 𝐵𝑚 be a 𝑑-summary. For each 𝑖 let

𝐵𝑖 = 𝑢𝑖,1 . . . 𝑢𝑖,𝑁 𝑒
+
𝑖
𝑣𝑖,1, . . . , 𝑣𝑖,𝑁𝑤𝑖 and for each 𝑖 < 𝑗 define 𝛼𝑖, 𝑗 =

𝜑 (𝑣𝑖,1 . . . 𝑣𝑖,𝑁𝑤𝑖𝐵𝑖+1 · · ·𝐵 𝑗−1𝑢 𝑗,1 . . . 𝑢 𝑗,𝑁 ).
Note that since 𝜑 (𝑣𝑖,1) = 𝑒𝑖 and 𝑒𝑖 ∈ Idem(M) for all 𝑖 we have

𝛼𝑖, 𝑗 = 𝑒𝑖 · 𝜑 (𝑣𝑖,1 . . . 𝑣𝑖,𝑁𝑤𝑖𝐵𝑖+1 · · ·𝐵 𝑗−1𝑢 𝑗,1 . . . 𝑢 𝑗,𝑁 ) and thus

𝛼𝑖, 𝑗 · 𝛼 𝑗,𝑘 = 𝛼𝑖,𝑘 for all 𝑖 < 𝑗 < 𝑘

Suppose by contradiction that 𝑚 > |M|4JL(M)+1
, then by pi-

geonhole principle there exist 𝑒 ∈ Idem(M) and 𝑖1 < · · · < 𝑖𝑝 ∈
{1, . . . , 𝐾} such that 𝑝 > ( |M|)4JL(M)

and 𝑒𝑖𝑘 = 𝑒 for all 𝑘 .

Then by Theorem F.3, there exist 𝑘, ℓ such that 𝜑 (𝛼𝑖𝑘 ,𝑖ℓ ) is an
idempotent 𝑒′.

Since 𝜎 is a 𝑑-summary, we have depth(𝑒′) = 𝑑 = depth(𝑒).
In consequence, since 𝑒′≤J𝑒 and they are both idempotent, we

must have 𝑒J𝑒𝑖 . Furthermore, since 𝑒′≤R𝛼𝑖𝑘 ≤R𝜑M (𝜋 (𝑣𝑖𝑘 ,1)) =

𝑒 , we have 𝑒′≤R𝑒 and thus 𝑒R𝑒′ by Lemma F.1. Similarly, since

𝑒′≤L𝛼𝑖ℓ ≤L𝑒 we have 𝑒′≤L𝑒 and thus 𝑒L𝑒′.
We obtain 𝑒H𝑒′. By Lemma F.2, this implies 𝑒 = 𝑒′. This is a

contradiction since then the blocks from 𝐵𝑖𝑘 to 𝐵𝑖ℓ should have

been merged when 𝐵𝑖𝑘 was created. As a result, we must have

𝑚 ≤ |M|4JL(M)+1
. □

We now have all necessary tools to show Lemma 7.3.

Proof of Lemma 7.3. We show that for all 𝑧 and𝑑 , if push(𝑧 ▶ 𝜀)
is a 𝑑-summary then it has size at most (8|M|4JL(M)+1𝐾)𝑑 .

We do an induction on 𝑑 . The property trivially holds for 𝑑 = 0.

Let 𝑑 > 0, suppose the property holds for 𝑑 − 1.

Let push(𝑧 ▶ 𝜀) = 𝜎′𝑢𝐵1 . . . 𝐵𝑘 . By Lemma F.8 we must have

𝑘 ≤ |M|4JL(M)+1
. By Lemma F.7 we have |𝑢 | ≤ 𝐾 and |𝐵𝑖 | ≤ 2𝐾 for

all 𝑖 .

Therefore push(𝑧 ▶ 𝜀) has length at most ( |M|4JL(M)+1+1)𝐾 +1,
which is bounded by 4|M|4JL(M)+1𝐾 .

Let 𝑎𝜎′′ be a 𝑑-atom appearing in 𝑧, with 𝜎′′ a (𝑑 − 1)-summary.

Note that theremust be a (strict) infix 𝑧′′ of 𝑧 such that push(𝑧′′ ▶ 𝜀) =
𝜎′′. By induction hypothesis𝜎′′ has size atmost (8|M|4JL(M)+1𝐾)𝑑−1.
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Thus every 𝑑-atom has size at most (8|M|4JL(M)+1𝐾)𝑑−1 + 1 ≤
2(8|M|4JL(M)+1𝐾)𝑑−1. With the bound on its length, we conclude

that push(𝑧 ▶ 𝜀) has size at most

2(8|M|4JL(M)+1𝐾)𝑑−1 (4|M|4JL(M)+1𝐾)

≤(8( |M|4JL(M)+1𝐾)𝑑

We obtain the result by applying this bound with 𝑑 = JL(M),
which is at most

(𝑁 2+𝑁+2)
2

+ 2 by Theorem F.5. □

G ADDITIONAL MATERIAL FROM SECTION 8
G.1 Proof of Proposition 8.2

Proposition 8.2. L(G) ⊆ L(CG).

Proof. Let𝑤 ∈ L(G). There is a derivation tree from (𝑆,U) to
𝑤 . Let 𝜏 its tree structure and 𝜆 : 𝜏 → 𝑁𝐼

∗ ∪𝑇 ∗
its labeling.

We now define 𝜇 : 𝜏 → FT∪𝑇 ∗
a labeling of 𝜏 with non-terminals

and (words of) terminals of CG such that for all 𝜈 ∈ 𝜏 ,
• if 𝜆(𝜈) ∈ 𝑇 ∗

then 𝜇 (𝜈) = 𝜆(𝜈)
• if 𝜆(𝜈) = (𝐴,𝑋 ) [𝑧] ∈ 𝑁𝐼∗ then 𝜇 (𝜈) = (𝐴,𝑋, push(𝑧 ▶ 𝜀))

We show that the resulting labeled tree is a derivation tree from

(𝑆,U, 𝜀) to𝑤 in CG , thereby showing the lemma.

Clearly the leaf word of 𝜏, 𝜇 is𝑤 . It remains to show that this is

a derivation tree. Since 𝜏, 𝜆 is a derivation tree from (𝑆,U) to𝑤 , all

stack contents appearing in it must be feasible. As a consequence, 𝜇

maps all nodes of 𝜏 to non-terminals of CG . Let 𝜈 an internal node

of 𝜏 , and (𝐴,𝑋 ) [𝑧] = 𝜆(𝜈). One of the following cases holds.
• 𝜈 has one child labeled𝑤 ′ ∈ 𝑇 ∗

, and there is a rule (𝐴,𝑋 ) →
𝑤 ′

in G. Then (𝐴,𝑋, push(𝑧 ▶ 𝜀)) → 𝑤 ′
is a rule of CG .

• 𝜈 has two children labeled 𝐵 [𝑧] and𝐶 [𝑧], and there is a rule
(𝐴,𝑋 ) → (𝐵,𝑋 ) (𝐶,𝑋 ) in G. Then (𝐴,𝑋, push(𝑧 ▶ 𝜀)) →
(𝐵,𝑋, push(𝑧 ▶ 𝜀)) (𝐶,𝑋, push(𝑧 ▶ 𝜀)) is a rule of CG .

• 𝜈 has a child labeled𝐵 [(𝑓 , 𝑋 )𝑧], and there is a rule (𝐴,𝑋 ) →
(𝐵,𝑌 ) (𝑓 , 𝑋 ) inG. Then, since push((𝑓 , 𝑋 ) ▶ push(𝑧 ▶ 𝜀)) =
push((𝑓 , 𝑋 )𝑧 ▶ 𝜀), it must be that (𝐴,𝑋, push(𝑧 ▶ 𝜀)) →
(𝐵,𝑌, push((𝑓 , 𝑋 )𝑧 ▶ 𝜀)) is a rule of CG .

• 𝜈 has a child labeled 𝐵 [𝑧−] with 𝑧 = (𝑓 , 𝑌 )𝑧− , and there

is a rule (𝐴,𝑋 ) (𝑓 , 𝑌 ) → (𝐵,𝑌 ) in G. Then, since by def-

inition push((𝑓 , 𝑋 ) ▶ 𝑧−) = push(𝑧 ▶ 𝜀), we have 𝑧− ∈
pop((𝑓 , 𝑌 ) ◀ 𝑧).
As a result, (𝐴,𝑋, push(𝑧 ▶ 𝜀)) → (𝐵,𝑌, push(𝑧− ▶ 𝜀)) is
a rule of CG .

We have shown that every node satisfies the requirements of a

derivation tree for CG . □

G.2 Proof of Proposition 8.3
Proposition 8.3. L(CG) ⊆ Lpump,skip (G).

Proof. A pop step is simply a derivation step of CG where the

production rule applied is of the form (𝐴,𝑋, 𝜎) → (𝐵,𝑌, 𝜎′) with
𝜎 = push((𝑓 , 𝑌 ) ▶ 𝜎′). We prove the following statement:

For all derivation with 𝑝 pop steps from (𝐴,𝑋, 𝜎) *=⇒CG𝑤 with

𝑤 ∈ 𝑇 ∗
, there is a derivation with pump and skip from (𝐴,𝑋 ) [𝑧] to

𝑤 ′
in G with𝑤 ⪯𝑤 ′

, and 𝑧 the 𝑝-unfolding of 𝜎 .

We show this by induction on the derivation, and distinguish

cases according to the rule used in its first step.

• If the rule is of the form (𝐴,𝑋, 𝜎) → 𝑤 then we apply

the corresponding rule (𝐴,𝑋 ) → 𝑤 from (𝐴,𝑋 ) [𝑧], hence
(𝐴,𝑋 ) [𝑧]⇒G𝑤 .

• If the rule is of the form (𝐴,𝑋, 𝜎) → (𝐵,𝑋, 𝜎) (𝐶,𝑋, 𝜎) then
there exist𝑤𝐵,𝑤𝐶 such that𝑤 = 𝑤𝐵𝑤𝑐 and (𝐵,𝑋, 𝜎) *=⇒CG𝑤𝐵

and (𝐶,𝑋, 𝜎) *=⇒CG𝑤𝐶 .

We apply the corresponding rule (𝐴,𝑋 ) → (𝐵,𝑋 ) (𝐶,𝑋 )
of G from (𝐴,𝑋 ) [𝑧] to obtain (𝐵,𝑋 ) [𝑧] (𝐶,𝑋 ) [𝑧]. By in-

duction hypothesis, we obtain (𝐵,𝑋 ) [𝑧] *=⇒pump, skip, G𝑤
′
𝐵
, as

well as (𝐶,𝑋 ) [𝑧] *=⇒pump, skip, G𝑤
′
𝐶
with𝑤𝐵 ⪯𝑤 ′

𝐵
and𝑤𝐶 ⪯

𝑤 ′
𝐶
. As a consequence,

(𝐴,𝑋 ) [𝑧] *=⇒pump, skip, G𝑤
′
𝐵𝑤

′
𝐶

which yields the result since𝑤 = 𝑤𝐵𝑤𝐶 ⪯𝑤 ′
𝐵
𝑤 ′
𝐶
.

• If the rule is of the form (𝐴,𝑋, 𝜎) → (𝐵,𝑌, push((𝑓 , 𝑋 ) ▶ 𝜎)),
then, by Lemma 8.6, the 𝑝-unfolding 𝑧′ of push((𝑓 , 𝑋 ) ▶ 𝜎)
satisfies (𝐵,𝑌 ) [(𝑓 , 𝑋 )𝑧] *=⇒pump, skip (𝐵,𝑌 ) [𝑧′].
By induction hypothesis, there exists 𝑤 ′ ∈ 𝑇 ∗

such that

(𝐵,𝑌 ) [𝑧′] *=⇒pump, skip, G𝑤
′
and𝑤 ⪯𝑤 ′

. As a consequence,

(𝐴,𝑋 ) [𝑧]⇒G (𝐵,𝑌 ) [(𝑓 , 𝑋 )𝑧] *=⇒pump, skip, G𝑤
′ .

• If the rule is of the form (𝐴,𝑋, 𝜎) → (𝐵,𝑌, 𝜎′), with 𝜎 =

push((𝑓 , 𝑌 ) ▶ 𝜎′), then by Lemma 8.7 the (𝑝−1)-unfolding
𝑧′ of 𝜎′ is such that (𝐴,𝑋 ) [𝑧] *−→skip (𝐴,𝑋 ) [(𝑓 , 𝑌 )𝑧′]. By
induction hypothesis, there exists𝑤 ′ ∈ 𝑇 ∗

such that

(𝐴,𝑋 ) [(𝑓 , 𝑌 )𝑧′] *=⇒pump, skip, G𝑤
′ .

As a consequence,

(𝐴,𝑋 ) [𝑧]⇒G (𝐴,𝑋 ) [(𝑓 , 𝑌 )𝑧
′] *=⇒pump, skip, G𝑤

′ .

We have proven the induction. To obtain the lemma, let𝑤 ∈ L(CG).
There is a derivation in CG from (𝑆,U, 𝜀) to𝑤 . Let 𝑝 be its number

of pop steps. Since 𝜀 is the 𝑝-unfolding of 𝜀, there is a derivation

from (𝑆,U) to some𝑤 ′
with𝑤 ⪯𝑤 ′

. As a result,𝑤 ∈ L(G)↓. □

G.3 Proof of Lemma 8.5
Lemma 8.5. For each 𝜎 and 𝑝 ≥ 1: unf𝑝 (𝜎) *−→skip unf𝑝−1 (𝜎).

Proof. By induction on the depth𝑑 of𝜎 . If𝑑 = 0 then unf𝑝 (𝜎) =
unf𝑝−1 (𝜎) = 𝜀. If 𝑑 > 0, we distinguish cases according to the

shape of 𝜎 . If 𝜎 is a 𝑑-atom (𝑓 , 𝑋 )𝜎′ then we simply apply the

induction hypothesis. The same goes for a sequence of 𝑑-atoms:

we apply the previous case to each one of them. In the case of a

𝑑-block, we have

unf𝑝 (𝜎) = 𝑧𝑢𝑧𝑣 ((𝑓 , 𝑋 )unf𝑝−1 (𝜎1)) · · ·
· · · ((𝑓 , 𝑋 )unf𝑝−1 (𝜎𝑟 ))𝑧𝑣unf𝑝 (𝑤)

with 𝑧𝑢 , 𝑧𝑣, 𝜎1, . . . , 𝜎𝑟 as in the definition.

• if 𝑝 > 1, then by the previous cases, 𝑧𝑢 , 𝑧𝑣 , and unf𝑝 (𝑤)
reduce to their (𝑝−1)-unfolding counterparts. By induction
hypothesis, each unf𝑝−1 (𝜎𝑖 ) reduces to unf𝑝−2 (𝜎𝑖 ). Hence
unf𝑝 (𝜎) reduces to unf𝑝−1 (𝜎).

• If 𝑝 = 1, then we have

unf𝑝−1 (𝜎) = unf0 (𝑢1 · · ·𝑢𝑁 )unf0 (𝑣1 · · · 𝑣𝑁 )unf0 (𝑤) .
Further, by definition of a 𝑑-block, 𝜑 (𝑧𝑢

𝑖
) = 𝜑 (𝑧𝑣

𝑖
) = 𝑒

for all 𝑖 . Moreover, for all 𝑗 we have 𝜑 ((𝑓 , 𝑋 )unf0 (𝜎 𝑗 )) =
20
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𝑒 , since push((𝑓 , 𝑋 )unf0 (𝜎 𝑗 ) ▶ 𝜀) = push((𝑓 , 𝑋 ) ▶ 𝜎 𝑗 ) =
𝑢1 . . . 𝑢𝑁 𝑒

+𝑣1 . . . 𝑣𝑁 and 𝜑 (𝑢1 . . . 𝑢𝑁 𝑒+𝑣1 . . . 𝑣𝑁 ) = 𝑒 . As a
consequence, we have

unf𝑝 (𝜎) =𝑧𝑢𝑧𝑣 ((𝑓 , 𝑋 )unf𝑝−1 (𝜎1)) · · · ((𝑓 , 𝑋 )unf𝑝−1 (𝜎𝑟 ))𝑧𝑣unf𝑝 (𝑤)
→skip𝑧

𝑢𝑧𝑣𝑧𝑤 *−→skip unf𝑝−1 (𝜎)

Finally, for a summary we can simply apply the previous cases to

each of the components. □

G.4 Proof of Lemma 8.6
Lemma 8.6. Let 𝑝 ∈ N, let (𝐴,𝑋, 𝜎1) → (𝐵,𝑌, 𝜎2) be a rule of CG

with 𝜎2 = push((𝑓 , 𝑋 ) ▶ 𝜎1). We have

(𝐵,𝑌 ) [(𝑓 , 𝑋 )unf𝑝 (𝜎1)] *=⇒pump, skip (𝐵,𝑌 ) [unf𝑝 (𝜎2)] .

Proof. We prove this statement by induction on the depth of 𝜎2.

If 𝜎2 has depth 0 then it is 𝜀, contradicting 𝜎2 = push((𝑓 , 𝑋 ) ▶ 𝜎1).
If 𝜎2 has depth 𝑑 > 0 then we distinguish cases according to its

shape. In cases (1) and (ii) we will simply show that (𝑓 , 𝑌 )unf𝑝 (𝜎1)
is the 𝑝-unfolding of 𝜎2. In case (a) we will use the induction hy-

pothesis, and in cases (A) and (B) we will actually apply a pump

rule and skip rules to obtain unf𝑝 (𝜎2).
We decompose 𝜎1 as 𝜎1 = 𝜎′𝑢𝐵1 . . . 𝐵𝑘 . By definition we have

unf𝑝 (𝜎1) = unf𝑝 (𝜎′)unf𝑝 (𝑢)unf𝑝 (𝐵1) · · · unf𝑝 (𝐵𝑘 ).We follow the

cases in the definition of push((𝑓 , 𝑋 ) ▶ 𝜎1).
(1) If depth((𝑓 , 𝑋 )𝜎1) > 𝑑 then 𝜎2 = (𝑓 , 𝑋 )𝜎1. Then by defini-

tion unf𝑝 (𝜎2) = (𝑓 , 𝑋 )unf𝑝 (𝜎1).
(2) Otherwise, we have depth((𝑓 , 𝑋 )𝜎1) = 𝑑

(a) if depth((𝑓 , 𝑋 )𝜎′) < 𝑑 then

𝜎2 = (push((𝑓 , 𝑋 ) ▶ 𝜎′))𝑢𝐵1 . . . 𝐵𝑘 .

By induction hypothesis, we have

(𝐵,𝑌 ) [(𝑓 , 𝑋 )unf𝑝 (𝜎′)] *=⇒pump, skip (𝐵,𝑌 ) [𝑧′′]

with 𝑧′′ = unf𝑝 (push((𝑓 , 𝑋 ) ▶ 𝜎′)). Therefore,

(𝐵,𝑌 ) [unf𝑝 (𝜎′)unf𝑝 (𝑢)unf𝑝 (𝐵1) · · · unf𝑝 (𝐵𝑘 )]
*=⇒pump, skip (𝐵,𝑌 ) [𝑧′′𝑧𝑢𝑧1 . . . 𝑧𝑘 ]
= (𝐵,𝑌 ) [𝜎2] .

(b) Otherwise, depth((𝑓 , 𝑋 )𝜎′) = 𝑑 and (𝑓 , 𝑋 )𝜎′ is a 𝑑-
atom.

(i) If ((𝑓 , 𝑋 )𝜎′)𝑢 is of the form𝑢1 . . . 𝑢𝑁 𝑣0𝑣1 . . . 𝑣𝑁𝑤
with 𝜑 (𝑢𝑖 ) = 𝜑 (𝑣𝑖 ) = 𝜑 (𝑣0) = 𝑒 for all 𝑖 ≥ 1, for

some 𝑒 ∈ Idem(M), then

(𝑓 , 𝑋 )unf𝑝 (𝜎′) = unf𝑝 (𝑢1) . . . unf𝑝 (𝑢𝑁 )unf𝑝 (𝑣0) . . .
. . . unf𝑝 (𝑣𝑁 )unf𝑝 (𝑤).

Furthermore since 𝜎2 is obtained by pushing

(𝑓 , 𝑋 ) we must have 𝛽 (𝑓 ) = 𝐵 and 𝑌 = 𝑓 · 𝑋 .
Furthermore, since (𝐵,𝑌, 𝜎2) is a non-terminal

of CG , 𝜎2 must be feasible, hence 𝑒 ≠ 0M. This

means that 𝑒 = (𝐵,𝑌,𝑀,𝐶,𝑌 ) for some𝐶 and𝑀 .

We have two cases.

(A) If there exists 𝑗 such that 𝐵 𝑗 is of the form

𝑢′
1
. . . 𝑢′𝑁 𝑒

+𝑣 ′
1
. . . 𝑣 ′𝑁𝑤

′

and 𝜑 (𝑣1 . . . 𝑣𝑁𝑤𝐵1 . . . 𝐵 𝑗−1𝑢′1 . . . 𝑢
′
𝑁
) = 𝑒 .

Then this implies

𝜎2 = (𝑢1 . . . 𝑢𝑁 𝑒+𝑣 ′1 . . . 𝑣
′
𝑁𝑤

′)𝐵 𝑗+1 . . . 𝐵𝑘 .

In that case, we also have

unf𝑝 (𝐵 𝑗 ) =unf𝑝 (𝑢′1) . . . unf𝑝 (𝑢
′
𝑁 )𝑧′𝑒

unf𝑝 (𝑣 ′1) . . . unf𝑝 (𝑣
′
𝑁 )unf𝑝 (𝑤 ′)

with 𝜑 (𝑧′𝑒 ) = 𝑒 .
Let 𝑧 be the 𝑝-unfolding of the summary

𝑢1 . . . 𝑢𝑁 𝑒
+𝑣 ′

1
. . . 𝑣 ′

𝑁
𝑤 ′

. Then this must be

of the form 𝑧′′unf𝑝 (𝑣 ′
1
) . . . unf𝑝 (𝑣 ′𝑁 )unf𝑝 (𝑤 ′)

with 𝜑 (𝑧′′) = 𝑒 . Since 𝑒 = (𝐵,𝑌,𝑀,𝐶,𝑌 ) is
idempotent, we can apply pump rules and

skip rules as follows:

(𝐵,𝑌 ) [(𝑓 , 𝑋 )unf𝑝 (𝜎1)]
=(𝐵,𝑌 ) [unf𝑝 (𝑢1) . . . unf𝑝 (𝑢𝑁 )

unf𝑝 (𝑣0) . . . unf𝑝 (𝑣𝑁 )unf𝑝 (𝑤)
unf𝑝 (𝐵1) . . . unf𝑝 (𝐵 𝑗−1)
unf𝑝 (𝑢′1) . . . unf𝑝 (𝑢

′
𝑁 )𝑧′𝑒

unf𝑝 (𝑣 ′1) . . . unf𝑝 (𝑣
′
𝑁 )unf𝑝 (𝑤 ′)

unf𝑝 (𝐵 𝑗+1) . . . unf𝑝 (𝐵𝑘 )]
→pump (𝐵,𝑌 ) [unf𝑝 (𝑣 ′1) . . . unf𝑝 (𝑣

′
𝑁 )

unf𝑝 (𝑢1) . . . unf𝑝 (𝑢𝑁 )
unf𝑝 (𝑣1) . . . unf𝑝 (𝑣𝑁 )unf𝑝 (𝑤)
unf𝑝 (𝐵1) . . . unf𝑝 (𝐵 𝑗−1)
unf𝑝 (𝑢′1) . . . unf𝑝 (𝑢

′
𝑁 )𝑧′𝑒

unf𝑝 (𝑣 ′1) . . . unf𝑝 (𝑣
′
𝑁 )unf𝑝 (𝑤 ′)

unf𝑝 (𝐵 𝑗+1) . . . unf𝑝 (𝐵𝑘 )]
→skip (𝐵,𝑌 ) [unf𝑝 (𝑣 ′1) . . . unf𝑝 (𝑣

′
𝑁 )unf𝑝 (𝑤 ′)

unf𝑝 (𝐵 𝑗+1) . . . unf𝑝 (𝐵𝑘 )]
→pump (𝐵,𝑌 ) [𝑧′′unf𝑝 (𝑣 ′1) . . . unf𝑝 (𝑣

′
𝑁 )unf𝑝 (𝑤 ′)

unf𝑝 (𝐵 𝑗+1) . . . unf𝑝 (𝐵𝑘 )]
=(𝐵,𝑌 ) [unf𝑝 (𝜎2)]

(B) Otherwise we have the summary

𝜎2 = (𝑢1 . . . 𝑢𝑁 𝑒+𝑣1 . . . 𝑣𝑁𝑤)𝐵1 . . . 𝐵𝑘 .

We define 𝐵 = 𝑢1 . . . 𝑢𝑁 𝑒
+𝑣1 . . . 𝑣𝑁𝑤 . Then

the 𝑝-unfolding unf𝑝 (𝐵) is of the form

𝑧′′unf𝑝 (𝑣1) . . . unf𝑝 (𝑣𝑁 )unf𝑝 (𝑤)

with 𝜑 (𝑧′′) = 𝑒 . Since 𝑒 = (𝐵,𝑌,𝑀,𝐶,𝑌 ) is
idempotent, we can apply pump rules and

skip rules as follows:
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(𝐵,𝑌 ) [(𝑓 , 𝑋 )unf𝑝 (𝜎1)]
=(𝐵,𝑌 ) [unf𝑝 (𝑢1) . . . unf𝑝 (𝑢𝑁 )

unf𝑝 (𝑣0)unf𝑝 (𝑣1) . . . unf𝑝 (𝑣𝑁 )unf𝑝 (𝑤)
unf𝑝 (𝐵1) . . . unf𝑝 (𝐵𝑘 )]

→pump (𝐵,𝑌 ) [unf𝑝 (𝑣1) . . . unf𝑝 (𝑣𝑁 )
unf𝑝 (𝑢1) . . . unf𝑝 (𝑢𝑁 )
unf𝑝 (𝑣1) . . . unf𝑝 (𝑣𝑁 )unf𝑝 (𝑤)
unf𝑝 (𝐵1) . . . unf𝑝 (𝐵𝑘 )]

→skip (𝐵,𝑌 ) [unf𝑝 (𝑣1) . . . unf𝑝 (𝑣𝑁 )
unf𝑝 (𝐵1) . . . unf𝑝 (𝐵𝑘 )]

→pump (𝐵,𝑌 ) [𝑧′′unf𝑝 (𝑣1) . . . unf𝑝 (𝑣𝑁 )
unf𝑝 (𝐵 𝑗+1) . . . unf𝑝 (𝐵𝑘 )]

=(𝐵,𝑌 ) [unf𝑝 (𝜎2)]
The resulting stack content is the 𝑝-unfolding

of 𝜎2.

(ii) Otherwise, we have 𝜎2 = ((𝑓 , 𝑋 )𝜎′)𝑢𝐵1 . . . 𝐵𝑘
and thus (𝑓 , 𝑋 )unf𝑝 (𝜎1) = unf𝑝 (𝜎2).

□

G.5 Proof of Lemma 8.7
Lemma 8.7. Let 𝑝 ≥ 1, let (𝐴,𝑋, 𝜎1) → (𝐵,𝑌, 𝜎2) a rule of CG

with 𝜎2 ∈ pop((𝑓 , 𝑌 ) ◀ 𝜎1). We have

(𝐴,𝑋 ) [unf𝑝 (𝜎1)] *−→skip (𝐴,𝑋 ) [(𝑓 , 𝑌 )unf𝑝−1 (𝜎2)] .

Proof of Lemma 8.7. We prove this statement by induction on

the depth of 𝜎1. If depth(𝜎1) = 0 then it is 𝜀 and pop((𝑓 , 𝑌 ) ◀ 𝜎1)
is empty.

If 𝜎1 has depth 𝑑 > 0 then we distinguish cases according to

its shape. Recall that by Lemma 8.5 a 𝑝-unfolding of a summary 𝜎

always reduces to its (𝑝 − 1)-unfolding through skip rules. We will

use this fact often throughout the proof.

Let 𝜎2 = 𝜎
′𝑢𝐵1 . . . 𝐵𝑘 .

(1) If depth((𝑓 , 𝑌 )𝜎2) > 𝑑 then 𝜎1 = (𝑓 , 𝑌 )𝜎2. Then by defini-

tion unf𝑝 (𝜎1) = (𝑓 , 𝑌 )unf𝑝 (𝜎2), hence
(𝐴,𝑋 ) [unf𝑝 (𝜎1)] *−→skip (𝐴,𝑋 ) [(𝑓 , 𝑋 )unf𝑝−1 (𝜎2)]
by Lemma 8.5.

(2) Otherwise, we have depth((𝑓 , 𝑌 )𝜎2) = 𝑑
(a) if depth((𝑓 , 𝑌 )𝜎′) < 𝑑 then

𝜎1 = (push((𝑓 , 𝑌 ) ▶ 𝜎′))𝑢𝐵1 . . . 𝐵𝑘 .
Then we have

unf𝑝 (𝜎1) =
unf𝑝 (push((𝑓 , 𝑌 ) ▶ 𝜎′))unf𝑝 (𝑢)unf𝑝 (𝐵1) . . . unf𝑝 (𝐵𝑘 ).

Since (𝐴,𝑋, 𝜎1) → (𝐵,𝑌, 𝜎2) is a rule of CG , 𝜎1 and 𝜎2
must be feasible, thus so are 𝜎′, and push((𝑓 , 𝑌 ) ▶ 𝜎′).
Thus, by construction of CG , we must have the rule

(𝐴,𝑋, push((𝑓 , 𝑌 ) ▶ 𝜎′)) → (𝐵,𝑌, 𝜎′) in CG . Hence,
by induction hypothesis,

(𝐴,𝑋 ) [unf𝑝 (push((𝑓 , 𝑌 ) ▶ 𝜎′))] *−→skip (𝐴,𝑋 ) [(𝑓 , 𝑌 )unf𝑝−1 (𝜎′)] .

As a result, we have

(𝐴,𝑋 ) [unf𝑝 (𝜎1)]
*−→skip (𝐴,𝑋 ) [(𝑓 , 𝑌 )unf𝑝−1 (𝜎′)unf𝑝 (𝑢)unf𝑝 (𝐵1) . . . unf𝑝 (𝐵𝑘 )]

By Lemma 8.5, we thus have

(𝐴,𝑋 ) [unf𝑝 (𝜎1)]
*−→skip (𝐴,𝑋 ) [(𝑓 , 𝑌 )unf𝑝−1 (𝜎′)unf𝑝−1 (𝑢)unf𝑝−1 (𝐵1) . . . unf𝑝−1 (𝐵𝑘 )]

=(𝐴,𝑋 ) [(𝑓 , 𝑌 )unf𝑝−1 (𝜎2)]

(b) Otherwise, depth((𝑓 , 𝑌 )𝜎′) = 𝑑 and (𝑓 , 𝑌 )𝜎′ is a 𝑑-
atom.

(i) If ((𝑓 , 𝑌 )𝜎′)𝑢 is of the form𝑢1 . . . 𝑢𝑁 𝑣0𝑣1 . . . 𝑣𝑁𝑤
with 𝜑 (𝑢𝑖 ) = 𝜑 (𝑣𝑖 ) = 𝜑 (𝑣0) = 𝑒 for all 𝑖 ≥ 1, for

some 𝑒 ∈ Idem(M), we have two cases.

(A) If there exists 𝑗 such that 𝐵 𝑗 is of the form

𝑢′
1
. . . 𝑢′

𝑁
𝑒+𝑣 ′

1
. . . 𝑣 ′

𝑁
𝑤 ′

and

𝜑 (𝑣1 . . . 𝑣𝑁𝑤𝐵1 . . . 𝐵 𝑗−1𝑢′1 . . . 𝑢
′
𝑁 ) = 𝑒

then we pick the maximal such 𝑗 . We have

𝜎1 = 𝐵𝐵 𝑗+1 . . . 𝐵𝑘 , where

𝐵 = 𝑢1 . . . 𝑢𝑁 𝑒
+𝑣 ′

1
. . . 𝑣 ′𝑁𝑤

′ .

In that case,

unf𝑝 (𝜎1) = unf𝑝 (𝐵)unf𝑝 (𝐵 𝑗+1) . . . unf𝑝 (𝐵𝑘 ).

Let 𝐵′
𝑗
= 𝑢′

1
. . . 𝑢′

𝑁
𝑒+𝑣 ′

1
. . . 𝑣 ′

𝑁
, that is, 𝐵 𝑗

without the𝑤 ′
suffix. Let us also define 𝑧′ =

unf𝑝−1 (𝜎′𝑢𝐵1 . . . 𝐵 𝑗−1𝐵′𝑗 ). Then (𝑓 , 𝑌 )𝑧′
is of the form

unf𝑝−1 (𝑢1) · · · unf𝑝−1 (𝑢𝑁 )𝑧′𝑒unf𝑝−1 (𝑣 ′1) · · · unf𝑝−1 (𝑣
′
𝑁 )

for some 𝑧′𝑒 such that 𝜑 (𝑧′𝑒 ) = 𝑒 .
By definition of the 𝑝-unfolding, since

push((𝑓 , 𝑋 ) ▶ 𝜎′𝑢𝐵1 . . . 𝐵 𝑗−1𝐵′𝑗 ) = 𝐵

and 𝑝 ≥ 1, unf𝑝 (𝐵) is of the form

unf𝑝 (𝑢1) . . . unf𝑝 (𝑢𝑁 )𝑧− (𝑓 , 𝑌 )𝑧′𝑧+unf𝑝 (𝑣 ′1) · · · unf𝑝 (𝑣
′
𝑁 )unf𝑝 (𝑤 ′)

with 𝜑 (𝑧−) = 𝜑 (𝑧+) = 𝑒 .
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We can use skip rules:

(𝐴,𝑋 ) [unf𝑝 (𝜎1)]
=(𝐴,𝑋 ) [unf𝑝 (𝐵)unf𝑝 (𝐵 𝑗+1) . . . unf𝑝 (𝐵𝑘 )]
=(𝐴,𝑋 ) [unf𝑝 (𝑢1) . . . unf𝑝 (𝑢𝑁 )𝑧− (𝑓 , 𝑌 )𝑧′𝑧+

unf𝑝 (𝑣 ′1) · · · unf𝑝 (𝑣
′
𝑁 )

unf𝑝 (𝑤 ′)unf𝑝 (𝐵 𝑗+1) . . . unf𝑝 (𝐵𝑘 )]
*−→skip (𝐴,𝑋 ) [unf𝑝−1 (𝑢1) . . . unf𝑝−1 (𝑢𝑁 )𝑧−

(𝑓 , 𝑌 )𝑧′𝑧+unf𝑝−1 (𝑣 ′1) · · · unf𝑝−1 (𝑣
′
𝑁 )

unf𝑝−1 (𝑤 ′)unf𝑝−1 (𝐵 𝑗+1) . . . unf𝑝−1 (𝐵𝑘 )]
=(𝐴,𝑋 ) [unf𝑝−1 (𝑢1) . . . unf𝑝−1 (𝑢𝑁 )𝑧−

unf𝑝−1 (𝑢1) · · · unf𝑝−1 (𝑢𝑁 )𝑧′𝑒
unf𝑝−1 (𝑣 ′1) · · · unf𝑝−1 (𝑣

′
𝑁 )

𝑧+unf𝑝−1 (𝑣 ′1) · · · unf𝑝−1 (𝑣
′
𝑁 )unf𝑝−1 (𝑤 ′)

unf𝑝−1 (𝐵 𝑗+1) . . . unf𝑝−1 (𝐵𝑘 )]
→skip

2 (𝐴,𝑋 ) [unf𝑝−1 (𝑢1) . . . unf𝑝−1 (𝑢𝑁 )𝑧′𝑒
unf𝑝−1 (𝑣 ′1) · · · unf𝑝−1 (𝑣

′
𝑁 )

unf𝑝−1 (𝑤 ′)unf𝑝−1 (𝐵 𝑗+1) . . . unf𝑝−1 (𝐵𝑘 )]
=(𝐴,𝑋 ) [(𝑓 , 𝑌 )𝑧′unf𝑝−1 (𝐵 𝑗+1) . . . unf𝑝−1 (𝐵𝑘 )]
=(𝐴,𝑋 ) [(𝑓 , 𝑌 )unf𝑝−1 (𝜎2)]

(B) Otherwise our summary is of the form 𝜎1 =

(𝑢1 . . . 𝑢𝑁 𝑒+𝑣1 . . . 𝑣𝑁𝑤)𝐵1 . . . 𝐵𝑘 . In partic-

ular, its 𝑝-unfolding is the stack content

unf𝑝 (𝜎1) = unf𝑝 (𝐵)unf𝑝 (𝐵1) · · · unf𝑝 (𝐵𝑘 ).
Since (𝑓 , 𝑌 )𝜎′𝑢 = 𝑢1 . . . 𝑢𝑁 𝑣0 . . . 𝑣𝑁𝑤 , the

(𝑝−1)-unfolding of𝑢1 . . . 𝑢𝑁 𝑣0 . . . 𝑣𝑁 must

be of the form (𝑓 , 𝑌 )𝑧′ for some 𝑧′. Hence

(𝑓 , 𝑌 )𝑧′ = unf𝑝−1 (𝑢1) · · · unf𝑝−1 (𝑢𝑁 )unf𝑝−1 (𝑣0) · · · unf𝑝−1 (𝑣𝑁 ) .

By definition of the 𝑝-unfolding, unf𝑝 (𝐵)
is of the form

unf𝑝 (𝑢1) · · · unf𝑝 (𝑢𝑁 )𝑧− (𝑓 , 𝑌 )𝑧′𝑧+unf𝑝 (𝑣1) · · · unf𝑝 (𝑣𝑁 )unf𝑝 (𝑤)

with 𝜑 (𝑧−) = 𝜑 (𝑧+) = 𝑒 .

We can use skip rules:

(𝐴,𝑋 ) [unf𝑝 (𝜎1)]
=(𝐴,𝑋 ) [unf𝑝 (𝐵)unf𝑝 (𝐵1) · · · unf𝑝 (𝐵𝑘 )]
=(𝐴,𝑋 ) [unf𝑝 (𝑢1) · · · unf𝑝 (𝑢𝑁 )𝑧−

(𝑓 , 𝑌 )𝑧′𝑧+unf𝑝 (𝑣1) · · · unf𝑝 (𝑣𝑁 )
unf𝑝 (𝑤)unf𝑝 (𝐵1) · · · unf𝑝 (𝐵𝑘 )]

=(𝐴,𝑋 ) [unf𝑝 (𝑢1) · · · unf𝑝 (𝑢𝑁 )𝑧−
unf𝑝−1 (𝑢1) · · · unf𝑝−1 (𝑢𝑁 )
unf𝑝−1 (𝑣0)unf𝑝−1 (𝑣1) · · · unf𝑝−1 (𝑣𝑁 )
𝑧+unf𝑝 (𝑣1) · · · unf𝑝 (𝑣𝑁 )unf𝑝 (𝑤)
unf𝑝 (𝐵1) · · · unf𝑝 (𝐵𝑘 )]

*−→skip (𝐴,𝑋 ) [unf𝑝−1 (𝑢1) · · · unf𝑝−1 (𝑢𝑁 )𝑧−
unf𝑝−1 (𝑢1) · · · unf𝑝−1 (𝑢𝑁 )
unf𝑝−1 (𝑣0)unf𝑝−1 (𝑣1) · · · unf𝑝−1 (𝑣𝑁 )
𝑧+unf𝑝−1 (𝑣1) · · · unf𝑝−1 (𝑣𝑁 )unf𝑝−1 (𝑤)
unf𝑝−1 (𝐵1) · · · unf𝑝−1 (𝐵𝑘 )]

→skip
2 (𝐴,𝑋 ) [(𝑓 , 𝑌 )𝑧′unf𝑝−1 (𝑤)unf𝑝−1 (𝐵1) · · · unf𝑝−1 (𝐵𝑘 )]
=(𝐴,𝑋 ) [unf𝑝−1 (𝑢1 . . . 𝑢𝑁 𝑣0 . . . 𝑣𝑁 )

unf𝑝−1 (𝑤)unf𝑝−1 (𝐵1) · · · unf𝑝−1 (𝐵𝑘 )]
=(𝐴,𝑋 ) [unf𝑝−1 (𝜎2)]

(ii) Otherwise, we have the summary

𝜎1 = ((𝑓 , 𝑌 )𝜎′)𝑢𝐵1 . . . 𝐵𝑘

and thus unf𝑝 (𝜎1) = (𝑓 , 𝑌 )unf𝑝 (𝜎2). According
to Lemma 8.5, we obtain the derivation

(𝐴,𝑋 ) [𝜎1] *−→skip (𝐴,𝑋 ) [(𝑓 , 𝑌 )unf𝑝−1 (𝜎2)] .

□

H ADDITIONAL MATERIAL FROM SECTION 9
H.1 Proofs for NFA lower bound

Lemma H.1. There is an derivation of G𝑛 that produces the word
aexp3 (𝑛)

Proof. Let 𝛼1 · · ·𝛼𝑚 ∈ Σ∗𝑛 be the unique word accepted by all

A𝑖 , with𝑚 = 2
𝑛
. For all 𝑏1, . . . , 𝑏𝑚 ∈ {0, 1}, we write 𝑏1 · · ·𝑏𝑚 for

the number in [0, 2𝑚 − 1] whose binary representation over𝑚 bits

is 𝑏1 · · ·𝑏𝑚 , where 𝑏1 is the least significant digit.

We show that for all 𝑏1, . . . , 𝑏𝑚 ∈ {0, 1}, if 𝑀 = 𝑏1 · · ·𝑏𝑚 then

𝑍 (𝛼1, 𝑏1) · · · (𝛼𝑚, 𝑏𝑚)⊥ produces a2
2
𝑚−𝑀

, by induction on 2
𝑚 −𝑀 .

We can apply 𝑍
B1,...,B𝑛−−−−−−−→ 𝐷 and 𝐷 → 𝐴𝐴 to obtain two copies

of 𝐴(𝛼1, 𝑏1) · · · (𝛼𝑚, 𝑏𝑚)⊥. This is because 𝛼1 · · ·𝛼𝑚 is accepted by

all A𝑖 . We are left with

𝐴[(𝛼1, 𝑏1) · · · (𝛼𝑚, 𝑏𝑚)⊥]𝐴[(𝛼1, 𝑏1) · · · (𝛼𝑚, 𝑏𝑚)⊥] .

If 𝑏𝑖 = 1 for all 𝑖 , then we can apply 𝐴(𝛼𝑖 , 1) → 𝐴 for each 𝑖 and

then 𝐴⊥ → 𝐹 and 𝐹 → a to obtain aa, which is what we want

since we would then have𝑀 = 2
𝑚 − 1 and thus a2

2
𝑚−𝑀

= a2.
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Otherwise, let 𝑗 be the least index such that 𝑏 𝑗 = 0. It suffices

to show that 𝐴(𝛼1, 𝑏1) · · · (𝛼𝑚, 𝑏𝑚)⊥ produces a2
2
𝑚−𝑀−1

. We have

𝑀 + 1 = 1𝑗−10𝑏 𝑗+1 · · ·𝑏𝑚 + 1 = 0𝑗−11𝑏 𝑗+1 · · ·𝑏𝑚 .

We can apply:

• 𝐴(𝛼𝑖 , 1) → 𝐴 for each 𝑖 < 𝑗 until we get

𝐴(𝛼 𝑗 , 0) (𝛼 𝑗+1, 𝑏 𝑗+1) · · · (𝛼𝑚, 𝑏𝑚)⊥,
• then apply 𝐴(𝛼 𝑗 , 0) → 𝐵 and 𝐵 → 𝑍 (𝛼 𝑗 , 1) to get

𝑍 (𝛼 𝑗 , 1) (𝛼 𝑗+1, 𝑏 𝑗+1) · · · (𝛼𝑚, 𝑏𝑚)⊥,
• and 𝑍 → 𝑍 (𝛼𝑖 , 0) for each 𝑖 < 𝑗 , in decreasing order, until

we obtain

𝑍 (𝛼1, 0) · · · (𝛼 𝑗−1, 0) (𝛼 𝑗 , 1) (𝛼 𝑗+1, 𝑏 𝑗+1) · · · (𝛼𝑚, 𝑏𝑚)⊥, which
produces a2

2
𝑚−𝑀−1

by induction hypothesis.

The induction is proved. To obtain the lemma, it suffices to start

with 𝑆 , apply 𝑆 → 𝑍⊥ and then 𝑍 → 𝑍 (𝛼𝑖 , 0) for each 𝑖 ∈ [1, 𝑛]
in decreasing order. We get 𝑍 (𝛼1, 0) · · · (𝛼𝑛, 0), which produces

𝑎exp3 (𝑛) by applying the induction with𝑀 = 0. □

Lemma H.2. For all 𝐸 ∈ 𝑁𝑛 and 𝑧 ∈ 𝐼∗𝑛 the language L∅ (𝐸𝑧)
contains at most one word. In particular, L(G𝑛) is empty or a singleton.

Proof. We prove this for each 𝐸 ∈ 𝑁𝑛 , one by one.

(1) We first observe that from a configuration 𝑍𝑧 there is al-

ways at most one rule which can lead to a complete deriva-

tion tree: if 𝑧 does not contain ⊥ then L∅ (𝑍𝑧) = ∅. If
𝑧 = (𝛼1, 𝑏1) · · · (𝛼𝑚, 𝑏𝑚)⊥𝑧′ then:
• if𝑚 ≠ 2

𝑛
we cannot apply 𝑍

B1,...,B𝑛−−−−−−−→ 𝐷 since 𝑧 has

no prefix accepted by all B𝑖 . Furthermore, if𝑚 > 2
𝑛
,

we have L∅ (𝑍𝑧) = ∅ since we can only push more

pairs (𝛼, 0) on the stack, so we will never be able to

apply 𝑍
B1,...,B𝑛−−−−−−−→ 𝐷 .

• if 𝑚 = 2
𝑛
then we cannot apply 𝑍 → 𝑍 (𝛼, 0), by

the previous item, as we would obtain more than 2
𝑛

symbols before the first ⊥.
(2) Note that 𝐵, 𝐷 and 𝑆 all have a single rule. Meanwhile, 𝐴

has several but the top stack symbol determines which rule

can be applied. In conclusion, from every configuration 𝐸𝑧,

there is at most one rule that can be applied to lead to a

complete derivation. As a consequence, the language of G
contains at most one word.

□

By combining the two previous statements we conclude that

G𝑛 recognizes the singleton language {aexp3 (𝑛) }, while having size
only quadratic in 𝑛. A trim NFA for this language must be acyclic,

as otherwise it would recognize an infinite language, and thus have

at least exp
3
(𝑛) states.

H.2 Computational hardness
Wenowusemethods from [58] to derive Theorem 3.5 and co-3-NEXP-
hardness in Theorem 3.6 from our construction above. For this, we

rely on the notion of Δ(𝑓 ) language classes [58], which requires

some terminology. A transducer is a tuple T = (𝑄, Σ, Γ, 𝐸, 𝑞0, 𝐹 ),
where𝑄 is a finite set of states, Σ is its input alphabet, Γ is its output
alphabet, 𝐸 ⊆ 𝑄 × Σ∗ × Γ∗ ×𝑄 is its finite set of edges, 𝑞0 ∈ 𝑄 is its

initial state, and 𝐹 ⊆ 𝑄 is its set of final states. It describes a relation

R(T ) ⊆ Σ∗×Γ∗, namely the set of all pairs (𝑢, 𝑣) for which there are
decompositions 𝑢 = 𝑢1 · · ·𝑢𝑛 and 𝑣 = 𝑣1 · · · 𝑣𝑛 , states 𝑞0, 𝑞1, . . . , 𝑞𝑛 ,
and edges (𝑞𝑖−1, 𝑢𝑖 , 𝑣𝑖 , 𝑞𝑖 ) ∈ 𝐸 for 𝑖 = 1, . . . , 𝑛 with 𝑞𝑛 ∈ 𝐹 . For a lan-
guage 𝐿 ⊆ Σ∗, we write T (𝐿) = {𝑣 ∈ Γ∗ | ∃𝑢 ∈ 𝐿 : (𝑢, 𝑣) ∈ R(T )}.

A language class is a class of formal languages, together with

some means to represent them, such as grammars or automata. A

language class C is an effective full trio if for a given language 𝐿

from C, we can effectively compute a description of T (𝐿). Now
suppose 𝑓 : N → N is an amplifying function meaning there is

a polynomial 𝑝 such that 𝑓 (𝑝 (𝑛)) ≥ 𝑓 (𝑛)2. Then, C is said to be

Δ(𝑓 ) if (i) computing T (𝐿) can be done in polynomial time and

(ii) given 𝑛, one can compute a description of the language {𝑎𝑓 (𝑛) }
in polynomial time.

In these terms, Theorem 3.2 tells us that the class of indexed lan-

guages (represented by indexed grammars) are Δ(exp
3
): Applying

rational transductions to indexed languages is well-known to be

possible in polynomial time (see, e.g. [56, Section 3.1]).

Proposition H.3. The indexed languages (represented by indexed
grammars) are Δ(exp

3
).

We will also need the notion of simple substitutions. For alpha-

bets Σ, Γ, a substitution is a map 𝜎 : Σ → 2
Γ∗

that replaces each

letter in Σ by a language over Γ. For language 𝐿 ⊆ Σ∗, the language
𝜎 (𝐿) is defined in the obvious way. The substitution 𝜎 is said to

be simple for 𝐿 ⊆ Σ∗ if Σ ⊆ Γ and there is a letter 𝑎 ∈ Σ such that

𝜎 (𝑎′) = {𝑎′} for each 𝑎′ ∈ Σ\{𝑎}. We say that a language class C is

closed under simple subsititutions if for any given 𝐿 from C, and any
simple substitution 𝜎 for 𝐿, the language 𝜎 (𝐿) belongs to C, and a

representation can be computed in polynomial time. It is easy to see

that the indexed languages are closed under simple substitutions. In

[58, Theorem 15], it is shown that downward closure inclusion and

equivalence are both coNTIME(𝑡)-hard for any language class that

is Δ(𝑡) and closed under simple substitutions. Hence, Theorem 3.2

implies co-3-NEXP-hardness of downward closure inclusion and

equivalence.

H.3 Proofs for DFA lower bound
Here, we prove a slightly more general result than discussed in

Section 9: We show that for any Δ(𝑓 ) language class, DFAs for

downward closures of languages with polynomial-sized descrip-

tions require at least size 2
𝑓 (𝑛)

, provided that the language class is

also closed under simple subsitution:

Proposition H.4. Let 𝑓 : N → N be a function such that a lan-
guage class C is Δ(𝑓 ) and let C be closed under simple substitutions.
Then there is a family languages (𝐿𝑛)𝑛≥1 with polynomial description
sizes such that any DFA for 𝐿𝑛↓ requires at least 2𝑓 (𝑛) states.

Proof. We claim that we can construct a representation of

𝐿𝑛 = {𝑢𝑣 | 𝑢, 𝑣 ∈ {0, 1}∗, |𝑢 | = |𝑣 | = 𝑓 (𝑛), 𝑢 ≠ 𝑣}
in polynomial time. Note that a DFA for 𝐿𝑛↓ requires at least 2𝑓 (𝑛)
states: After reading distinct prefixes 𝑢,𝑢′ ∈ {0, 1}∗ of length 𝑓 (𝑛),
the DFA must enter distinct states, as otherwise, it would accept

𝑢𝑢, which does not belong to 𝐿𝑛↓.
To construct 𝐿𝑛 for given 𝑛 ∈ N, we begin by building a represen-

tation of {a𝑓 (𝑛) }. Using a transducer, we then insert a single occur-

rence of a letter b into every word, and then substitute this b with
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{ba𝑓 (𝑛)c}. This yields the language {a𝑟ba𝑓 (𝑛)ca𝑠 | 𝑟 + 𝑠 = 𝑓 (𝑛)}.
Using another transducer, we can remove two occurrences of 𝑎

within a𝑟 and a𝑠 to obtain {a𝑟ba𝑓 (𝑛)ca𝑠 | 𝑟 + 𝑠 = 𝑓 (𝑛) − 2}. A final

transducer then replaces (i) each a with 0 or 1 and (ii) b and c by
distinct letters in {0, 1}. This results in the language 𝐿𝑛 . □

Now, PropositionH.4 and PropositionH.3 together directly imply

Theorem 3.5.
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